**Slope Stability**

Problem: **Find intersection of two polygons (using Weiler-Atherton algorithm)**

Outcome: **Get** ***ordered* sequence of nodes of polygon or polygons that is/are result of intersection of big polygon with smaller polygons (soil layers).**

1. Problem was narrowed down to finding intersection of big **convex** polygon and arbitrary (concave or convex) polygons (soil layers)

To achieve our goal I implemented **Weiler-Atherton algorithm**, which allows as to get intersection of big convex polygon (representing Failure surface) and an arbitrary soil polygon. This algorithm allows to get as an output multiple polygons if Soil polygon intersects in 2 or more different areas :

https://en.wikipedia.org/wiki/Weiler%E2%80%93Atherton\_clipping\_algorithm

This Algorithm is also described in first two pages of “Computer Graphics” by Professor Richard Eckert (3\_17\_04\_W-A-clip\_polycurves.pdf):

1. **To implement Weiler-Atherton algorithm I use three main variable structures: node, edge (Starting node and ending node), and Polygon (list of nodes and list of edges)**

*struct Node {*

*double x; //x coordinate*

*double y; // y coordinate*

*bool intersection; //is intersection point with another polygon or no*

*bool inward; //is inward intersection or no(only for intersections)*

*int insideClipPoly; //is point inside concave Polygon or not (1-inside, 0 -lies on side, -1 outside)*

*int index; //index of intersection node*

*bool visited; // indicates if intersection node was visited during tracing*

*};*

*//type Edge*

*struct Edge {*

*Node start;*

*Node end;*

*};*

*//type Polygon (consists of list of nodes and list of edges)*

*struct Polygon {*

*std::list<Node> polyNodes;*

*std::list<Edge> polyEdges;*

*};*

1. **There are many auxiliary functions that program uses during its run.**

i)Following functions print out Node and Edge:

*//function "printNode" prints out node*

*void printNode (Node a)*

*{*

*std::cout<<" ("<<a.x<<", "<<a.y<<") is intersection:"<<a.intersection<<" Is inward:"<<a.inward<<" Is inside ClipPolygon:"<<a.insideClipPoly<<" Index:"<<a.index<<" Is Visited:"<<a.visited<<"\n";*

*return;*

*}*

*//Function "printEdge" prints out edge*

*void printEdge (Edge a)*

*{*

*std::cout<<"Start of edge";*

*printNode(a.start);*

*std::cout<<"End of edge";*

*printNode(a.end);*

*return;*

*}*

ii)function “printPolygon” prints out all edges and function function “printPolygonNodes” prints out all nodes in column along with node information.

*//Function "printPolygon" prints edges using "printEdge function"*

*void printPolygon (Polygon poly)*

*{*

*for\_each (poly.polyEdges.begin(), poly.polyEdges.end(), printEdge);*

*std::cout<<"\n";*

*return;*

*}*

*//Function "printPolygonNodes" prints all nodes and also intersection points along the edges*

*void printPolygonNodes (Polygon poly)*

*{*

*for\_each (poly.polyNodes.begin(), poly.polyNodes.end(), printNode);*

*std::cout<<"\n";*

*return;*

*}*

iii) function ”distTwoPoints” calculates distance between two nodes based on regular formula using coordinates:

//function distTwoPoints returns distance between two nodes

double distTwoPoints (Node a, Node b)

{

double dist = sqrt( (b.y-a.y)\*(b.y-a.y) + (b.x-a.x)\*(b.x-a.x) );

return dist;

}

iiii) function “angle between vectors” returns angle between two edges represented as vectors. Return in radians value is calculated through dot product formula <https://en.wikipedia.org/wiki/Dot_product>, and cases when angle is equal 0 or Pi are handled separately:

//between two vectors (represented as edges) and returns angle between two vectors

double angleBetweenVector(Edge firstEdge, Edge secondEdge)

{

//calculating coordinates of first vector(edge)

double firstX = firstEdge.end.x-firstEdge.start.x;

double firstY = firstEdge.end.y-firstEdge.start.y;

//calculating coordinates of second vector (edge)

double secondX = secondEdge.end.x - secondEdge.start.x;

double secondY = secondEdge.end.y - secondEdge.start.y;

//calculating dot product of two vectors

double dotProduct = firstX\*secondX + firstY\*secondY;

//calculating lengths of both vectors

double firstLength = sqrt(firstX\*firstX+firstY\*firstY);

double secondLenght = sqrt(secondX\*secondX+secondY\*secondY);

//checking if dotProduct is almost equal to firstLength\*secondLenght and returning angle zero

if ( fabs(dotProduct - (firstLength\*secondLenght))<MINDouble)

{

std::cout<<"\n angle almost zero \n";

return 0.0;

}

//checking if dotProduct is almost equal to (-firstLength\*secondLenght) and returning angle PI

if ( fabs(dotProduct + (firstLength\*secondLenght))<MINDouble)

{

std::cout<<"\n angle almost 180 degree (PI) \n";

return PI;

}

//checking if dotProduct is by absolute value bigger than firstLength\*secondLenght

//that means cos is bigger than 1 by abs value - EXIT with ERROR

if ( fabs(dotProduct + (firstLength\*secondLenght))<MINDouble)

{std::cout<<"\n absolute value of cos greater than 1 detected in vertice to vertice angle test - ERROR\n"; exit (EXIT\_FAILURE);}

//calculating and returning angle in radians between two vectors

double angleRad = acos(dotProduct / (firstLength\*secondLenght));

return angleRad;

}

iiiii) function “halfPlaneOrient” is auxiliary function for determining of polygons winding (clockwise or counter clockwise). Function returns -1,0,1 depending on where point x is from line formed by AB (left side, on line or right side). This is determined from vector orientation formula: <http://mathworld.wolfram.com/VectorOrientation.html>

//function halfPlaneOrient returns -1 if point x is on left side of line ab (Vector ab)

//returns 0 if x belongs line ab and returns 1 if x is on right side of line ab (Vector ab)

int halfPlaneOrient (Node a, Node b, Node x)

{

double orient = (x.x - a.x)\*(b.y-a.y) - (x.y-a.y)\*(b.x-a.x);

if (orient >0) return 1;

else if (orient < 0) return -1;

else return 0;

}

And function “vectorOrient” determines if vectors formed by 4 nodes form angle less than 180 degree or more than 180 degree (1 less than 180, -1 more than 180, 0 parallel). We use same vector orientation formula: <http://mathworld.wolfram.com/VectorOrientation.html>

//function "vectorOrient" returns 1 if angle between vectors formed by points a1,b1 and points a2,b2 is from 0 to 180 degree

//function returns 0 if vectors are parallel

//function returns -1 if vectors form angle from 180 to 360 degree

int vectorOrient (Node a1, Node b1, Node a2, Node b2)

{

double orient = (b1.x - a1.x)\*(b2.y-a2.y) - (b1.y-a1.y)\*(b2.x-a2.x);

if (orient >0) return -1;

else if (orient < 0) return 1;

else return 0;

}

iiiiii) function “windingTestClipPolygon” checks winding of clip (Failure Plane) polygon based on orientation of following node in respect of previous edge. It returnes (1 – clockwise, -1 - counterclockwise). It also gives ERROR message if Clip Polygon is Concave or has collinear edges

//Function "windingTestClipPolygon" returns polygon winding and checks polygon for concavity

//if polygon is not convex it exits with error message "not convex"

//if polygon has collinear sides it exits with error message

//if polygon is convex it returns +1 if polygon is winded Clockwise

// returns -1 if polygon is winded CounterClockwise

int windingTestClipPolygon(Polygon &poly)

{

int halfPlaneSign = 0, halfPlaneSignNew = 0; //initial value of winding numbers

Node startNode = poly.polyNodes.back(); //stastNode is beginning of current side of polygon - last node in polygon list

Node endNode, nextNode; //endNode is end of current side of polygon, nextNode - next node after current side

for (std::list<Node>::iterator it=poly.polyNodes.begin(); it != poly.polyNodes.end(); ++it)

{

endNode = \*it;

if ( std::next(it,1) == poly.polyNodes.end() ) nextNode = poly.polyNodes.front(); //if nextNode(node after current) is beyond last element in list - then nextNode is first element

else nextNode = \*(std::next(it));

halfPlaneSignNew = halfPlaneOrient( startNode, endNode, nextNode); //calculating sign of current winding

if (halfPlaneSignNew == 0 )

{std::cout<<"\n collinear nodes detected - ERROR\n"; exit (EXIT\_FAILURE); } // Collinear nodes detected

else if (halfPlaneSign\*halfPlaneSignNew < 0)

{std::cout<<"\n Polygon is not convex - ERROR\n"; exit (EXIT\_FAILURE); } // Non-convex polygon detected, product of two heighboring windings less than 0

//winding (angles between neighbor sides) are same sign - switch to next side

halfPlaneSign = halfPlaneSignNew;

startNode = endNode;

}

return halfPlaneSign;

}

function “windingTestSoilPolygon” checks winding of soil polygon. It returns (1 – clockwise, -1 - counterclockwise). Soil polygon accepted to be concave, but collinear edges will cause ERROR message:

//Function "windingTestSoilPolygon" returns polygon winding

//if polygon has collinear sides it exits with error message

//it returns +1 if polygon is winded CounterClockwise

//returns -1 if polygon is winded Clockwise

int windingTestSoilPolygon(Polygon &poly)

{

int halfPlaneSign = 0, halfPlaneSignAcc = 0; //initial value of winding numbers

Node startNode = poly.polyNodes.back(); //stastNode is beginning of current side of polygon - last node in polygon list

Node endNode, nextNode; //endNode is end of current side of polygon, nextNode - next node after current side

for (std::list<Node>::iterator it=poly.polyNodes.begin(); it != poly.polyNodes.end(); ++it)

{

endNode = \*it;

if ( std::next(it,1) == poly.polyNodes.end() ) nextNode = poly.polyNodes.front(); //if nextNode(node after current) is beyond last element in list - then nextNode is first element

else nextNode = \*(std::next(it));

halfPlaneSign = halfPlaneOrient( startNode, endNode, nextNode); //calculating sign of current winding

halfPlaneSignAcc += halfPlaneSign; //accumulating signs of winding in variable halfPlaneSgnAcc

if (halfPlaneSign == 0 )

{std::cout<<"\n collinear nodes detected - ERROR\n"; exit (EXIT\_FAILURE); } // Collinear nodes detected

startNode = endNode; //switch to next node

}

if (halfPlaneSignAcc<0)

{

return -1; //return -1 if winding counter clockwise

}

else if (halfPlaneSignAcc>0)

{

return 1;// return 1 if winding clockwise

}

if (halfPlaneSignAcc=0 ) {std::cout<<"\n soil pollygon is not accepted shape (too many concave areas) - ERROR\n"; exit (EXIT\_FAILURE); }

}

1. **Following function are called directly while performing step-by-step execution of Weiler-Atherton algorithm**

i) Function “WindingReverse” converts order of nodes from counterclockwise to clockwise, because Weiler-Atherton algorithm accepts only clockwise winded polygons. It also reverts order of nodes and order of start-end pair in node!

//Function "windingReverse" inverts order of points and edges (from counterclockwise to clockwise, or opposite)

void windingReverse(Polygon &poly)

{

poly.polyNodes.reverse(); //reverse nodes

poly.polyEdges.reverse(); //reverse edges

//swap nodes in edges

for (std::list<Edge>::iterator it=poly.polyEdges.begin(); it != poly.polyEdges.end(); ++it)

{

Node tempNode;

tempNode = (\*it).start;

(\*it).start = (\*it).end;

(\*it).end = tempNode;

}

return;

}

ii) Function “labelInside” labels Nodes of one polygon’s *inside* parameter – *true*, if they are inside another polygon. (We need this to catch case where one polygon is completely inside other). Its calculated based on orientation of node in respect to another polygons edges.

//function "labelInsede" labels nodes of soilPolygon if they are inside, on the edge

//or outside of convex ClipPolygon

void labelInside (Polygon &convexPoly, Polygon &soilPoly)

{

//iterating through nodes of soilPolygon

for (std::list<Node>::iterator itSoil=soilPoly.polyNodes.begin(); itSoil != soilPoly.polyNodes.end(); ++itSoil)

{

int winding = 1;

bool onSide = false;

std::list<Edge>::iterator itConvex=convexPoly.polyEdges.begin();

//iterating through all edges of convex polygon and checking orientation

//if all orientations =1 thus point is inside polygon

while ( (itConvex != convexPoly.polyEdges.end()) && (winding>=0) )

{

winding = halfPlaneOrient((\*itConvex).start, (\*itConvex).end, (\*itSoil));

if (!onSide) {if (winding == 0) onSide=true;}

itConvex++;

}

//assigning correct value to insideClipPoly variable (1 inside, -1 outside, 0 on the edge)

if (winding == -1) (\*itSoil).insideClipPoly = -1;

else {if (onSide) (\*itSoil).insideClipPoly = 0;

else (\*itSoil).insideClipPoly = 1;}

}

return;}

1. **Next functions are also auxiliary and they aid in calculating intersecting points and putting them in list of nodes in right place.**

i) Function “computeIntersection” gets 2 edges as an input and returns true if they intersect. It also writes intersection if exists in intersectionNode variable and passes back to main algorithm. This function considers edges as vectors given with parametric equation. (see formulas on second page of 3\_17\_04\_W-A-clip\_polycurves.pdf document.) The system of two parametric equations of segments (edges) is solved through determinant formula. Case if determinant = 0 (edges are parallel) is considered separately and intersection is calculated in this case as well.

//Function ""computeIntersection" computes intersection point of two edges and

//returns "true" if they intersect. IntersectionNode has value of intersection

bool computeIntersection(Edge edge1, Edge edge2, Node &intersectionNode, int i)

{

double det = -1\*(edge1.end.x-edge1.start.x)\*(edge2.end.y-edge2.start.y)+(edge2.end.x-edge2.start.x)\*(edge1.end.y-edge1.start.y);

//case if edges are parallel

if (det==0)

{

//lengths of both edges

double lengthOfEdge1 = distTwoPoints (edge1.start, edge1.end);

double lengthOfEdge2 = distTwoPoints (edge2.start, edge2.end);

//if end of edge1 lies on segment (edge2.start, edge2.end] then edge1.end is intersection

if( fabs((distTwoPoints (edge1.end,edge2.start)+distTwoPoints(edge1.end,edge2.end)-lengthOfEdge2)) < MINDouble )

{

//edge1.end should not be same as edge2.start

if (distTwoPoints (edge1.end,edge2.start)>MINDouble){

intersectionNode.x = edge1.end.x;

intersectionNode.y = edge1.end.y;

intersectionNode.index = i;

intersectionNode.insideClipPoly = false;

intersectionNode.intersection = true;

intersectionNode.inward = false;

intersectionNode.visited = false;

return true;

}

}

//if end of edge2 lies on segment (edge1.start, edge1.end] then edge2.end is intersection

if( fabs(distTwoPoints (edge2.end,edge1.start)+distTwoPoints(edge2.end,edge1.end)-lengthOfEdge1) < MINDouble )

{

//edge2.end should not be same as edge1.start

if (distTwoPoints (edge2.end,edge1.start)>MINDouble) {

intersectionNode.x = edge2.end.x;

intersectionNode.y = edge2.end.y;

intersectionNode.index = i;

intersectionNode.insideClipPoly = false;

intersectionNode.intersection = true;

intersectionNode.inward = false;

intersectionNode.visited = false;

return true;

}

}

return false; //if parallel but not lay on each other then return false

}

double detT = -1\*(edge2.start.x-edge1.start.x)\*(edge2.end.y-edge2.start.y)+(edge2.end.x-edge2.start.x)\*(edge2.start.y-edge1.start.y);

double detS = (edge1.end.x-edge1.start.x)\*(edge2.start.y-edge1.start.y)-(edge2.start.x-edge1.start.x)\*(edge1.end.y-edge1.start.y);

//calculating parameter s and t for intersecting point between two edges

//if both parameters are 0<s,t<1 then edges intersect

double s = detS/det;

double t = detT/det;

//if edges don't intersect - return false

//else we calculate coordinates x and y of intersection trough parametric equation of line

if (s<=0 || s>1 || t<=0 || t>1)

return false;

else

{

double x = edge2.start.x +(edge2.end.x-edge2.start.x)\*s;

double y = edge2.start.y +(edge2.end.y-edge2.start.y)\*s;

intersectionNode.x = x;

intersectionNode.y = y;

intersectionNode.index = i;

intersectionNode.insideClipPoly = false;

intersectionNode.intersection = true;

intersectionNode.inward = false;

intersectionNode.visited = false;

return true;

}

}

ii) If two edges intersect then two polygons (Convex and Soil), two edges (which intersect), and intersection Node are passed to function **“insertIntersection”**. Main purpose of this function is to place intersecting node in proper place in the list of Nodes in both polygons. Function matches beginning coordinate of intersecting edge with corresponding Node in Node list and inserts Intersection point after it (same algorithm for both polygons)

//function "insertIntersection" inserts intersection node into both list of nodes

//for convexPolygon and soilPolygon, after start point of convexEdge and soilEdge

void insertIntersection(Polygon &convexPoly, Polygon &soilPoly, Edge convexEdge, Edge soilEdge, Node intersection)

{

bool nodeFoundFlag = false;//flag which indicates that node corresponding to end of edge found

//searching proper place and inserting intersection in convex polygon

std::list<Node>::iterator it=convexPoly.polyNodes.begin();

while ( (it != convexPoly.polyNodes.end()) && !nodeFoundFlag )

{

if ( ((\*it).x == convexEdge.end.x) && ((\*it).y == convexEdge.end.y ))

{

convexPoly.polyNodes.insert(it,intersection);

nodeFoundFlag = true;

}

it++;

}

if (!nodeFoundFlag) {std::cout<<"\n couldn't find where to insert intersection in convexPoly - ERROR\n"; exit (EXIT\_FAILURE);}

//searching proper place and inserting intersection in soil polygon

nodeFoundFlag = false;//flag which indicates that node corresponding to beginning of edge found

std::list<Node>::iterator it2=soilPoly.polyNodes.begin();

while ( (it2 != convexPoly.polyNodes.end()) && !nodeFoundFlag )

{

if ( ((\*it2).x == soilEdge.end.x) && ((\*it2).y == soilEdge.end.y ))

{

soilPoly.polyNodes.insert(it2,intersection);

nodeFoundFlag = true;

}

it2++;

}

if (!nodeFoundFlag) {std::cout<<"\n couldn't find where to insert intersection in SoilPoly - ERROR\n"; exit (EXIT\_FAILURE);}

return;

}

iii) If along one edge there are more than one intersection they can be in wrong order in list because we put them only based on the fact that they belong to that edge. Function **“rearrangeIntersectionByDist”** Rearranges order of intersection points along same edge if they are in wrong order. It does it based on calculating distance from swapping two intersection point if they are on one edge and distance from them to beginning of edge in not in correct order. This way we move along intersecting point of one edge and swap if wrong position till reach end of edge (like in bubble sort algorithm).

//function "rearrangeIntersectionsByDist" arranges intersection point on each edge in correct order

//by distance from beginning of the edge

void rearrangeIntersectionsByDist( Polygon &poly)

{

Node tempNode;

Node begin = poly.polyNodes.back(); //begin with last node of polygon

//last node should not be intersection, otherwise - mistake and exit

if (begin.intersection) {std::cout<<"\n last node in polygon is intersection) - ERROR\n"; exit (EXIT\_FAILURE);}

//for loop goes through list of nodes

for (std::list<Node>::iterator it=poly.polyNodes.begin(); it != poly.polyNodes.end(); ++it)

{

//if intersection found - we go through all consequetive intersections by while loop

if ( (\*it).intersection)

{

//iterator it2 iterates through other intersection of same edge (if exist)

std::list<Node>::iterator it2 = it;

it2++;

while ( (\*it2).intersection )

{

//if distance between intersection (\*it) and beginning of edge is grater

//than distance between intersection (\*it2) and beginning node then swap nodes

if (distTwoPoints(begin, \*it) > distTwoPoints (begin, \*it2 ) )

{

tempNode = \*it;

(\*it)=\*(it2);

\*(it2)=tempNode;

}

it2++;

}

}

//else, if not intersection node becomes beginning node

else begin = \*it;

}

return;

}

iiii)function “**removeIntersection**” removes intersection with index = intersectIndex from both polygons (Convex failure and Soil). This is done when vertex of one polygon only touches but not actualy intersects another

//function "removeIntersection" removes intersection point from both Polygon lists

//if vertice of one polygon only touches but not intersects another polygon

void removeIntersection (Polygon &convexPoly, Polygon &soilPoly, int intersectIndex)

{

//find intersection point on convex polygon

std::list<Node>::iterator itConvexNodes = convexPoly.polyNodes.begin();

while ( (\*itConvexNodes).index != intersectIndex)

{itConvexNodes++;

if (itConvexNodes==convexPoly.polyNodes.end())

{std::cout<<"\n Intersection number "<<intersectIndex<<"was not found in Convex polygon list - ERROR\n"; exit (EXIT\_FAILURE);}

}

//erase intersection from convex polygon list

itConvexNodes = convexPoly.polyNodes.erase(itConvexNodes);

//find intersecting point in soil polygon

std::list<Node>::iterator itSoilNodes = soilPoly.polyNodes.begin();

while ( (\*itSoilNodes).index != intersectIndex)

{itSoilNodes++;

if (itSoilNodes==soilPoly.polyNodes.end())

{std::cout<<"\n Intersection number "<<intersectIndex<<"was not found in Soil polygon list - ERROR\n"; exit (EXIT\_FAILURE);}

}

//erase intersection point from soil polygon list

itSoilNodes = soilPoly.polyNodes.erase(itSoilNodes);

return;

}

iiiii) Function “**markIntersection**” assigns intersection node with index = intersectIndex, value passed in parameter inward (if true then intersection is inward).

//function "markIntersection" assigns intersection with index "intersectIndex" inward parameter value

void markIntersection(Polygon &poly, int intersectIndex, bool inward )

{

//find intersection point on polygon

std::list<Node>::iterator itNodes = poly.polyNodes.begin();

while ( (\*itNodes).index != intersectIndex)

{itNodes++;

if (itNodes==poly.polyNodes.end())

{std::cout<<"\n Intersection number "<<intersectIndex<<"was not found in polygon list - ERROR\n"; exit (EXIT\_FAILURE);}

}

//mark intersection inward parameter

(\*itNodes).inward = inward;

return;

}

iiiiii) Function “**markVisited**” marks intersection with index – intersectIndex as visited in both polygons. This is needed during main iteration of Weiler-Atherton clipping algorithm implementation.

//function "markVisited" marks intersection with index - intersectIndex as visited in both polygons

void markVisited (Polygon &convexPoly, Polygon &soilPoly, int intersectIndex)

{

//find intersection node with index "intersectionIndex" in Convex Polygon

std::list<Node>::iterator itNodes = convexPoly.polyNodes.begin();

while ( (\*itNodes).index != intersectIndex )

{itNodes++;

if (itNodes==convexPoly.polyNodes.end())

{std::cout<<"\n Intersection number "<<intersectIndex<<" was not found in Convex polygon list - ERROR\n"; exit (EXIT\_FAILURE);}

}

//mark intersection visited is Convex Polygon

(\*itNodes).visited = true;

//find intersection node with index "intersectionIndex" in Soil Polygon

itNodes = soilPoly.polyNodes.begin();

while ( (\*itNodes).index != intersectIndex )

{itNodes++;

if (itNodes==soilPoly.polyNodes.end())

{std::cout<<"\n Intersection number "<<intersectIndex<<" was not found in Soil polygon list - ERROR\n"; exit (EXIT\_FAILURE);}

}

//mark intersection visited in Soil Polygon

(\*itNodes).visited = true;

return;

}

iiiiiii) Function “**removeDuplicateVerticeAndMarkIntersection**” removes vertex that is located at the same spot as intersection point with index = intersectIndex (is same point); or is extremely close (closer than MINDouble value 1.0e-9) to it. This function also assigns corresponding inward value to same intersection point.

//function "removeDuplicateVerticeAndMarkIntersection" removes vertice that duplicates intersection node or is very-very close

//function also mark intersection point INWARD as true if inward parameter is true

void removeDuplicateVerticeAndMarkIntersection(Polygon &poly, int intersectIndex, bool inward)

{

//find intersection point on polygon

std::list<Node>::iterator itNodes = poly.polyNodes.begin();

while ( (\*itNodes).index != intersectIndex)

{itNodes++;

if (itNodes==poly.polyNodes.end())

{std::cout<<"\n Intersection number "<<intersectIndex<<"was not found in polygon list - ERROR\n"; exit (EXIT\_FAILURE);}

}

//mark intersection inward parameter

(\*itNodes).inward = inward;

//find duplicating (or very close) vertice and delete from list

Node intersectionNode = (\*itNodes);

itNodes = poly.polyNodes.begin();

//while distance between intersection point and and vertice is not very close - iterate

while ( distTwoPoints( (\*itNodes),intersectionNode )>MINDouble || (\*itNodes).intersection)

{itNodes++;

if (itNodes==poly.polyNodes.end())

{std::cout<<"\n Intersection number "<<intersectIndex<<"was not positioned near any vertice - ERROR\n"; exit (EXIT\_FAILURE);}

}

itNodes = poly.polyNodes.erase(itNodes);; //delete node duplicate or very close to intersection

return;

}

**6) Next several function represent algorithms developed by me (Dimitri Eiramjani) to handle all non-regular intersection cases. Intersection is considered regular when to edges intersect not at the end point but somewhere between endpoints of edges. All other types of intersections (vertex of one polygon lies on edge of another, two vertices of two polygons located at same spot, or two edges interlay on each other) are considered non-regular.**
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In function “**verticeSoilMarkIntersection**” we first find intersecting point in Soil poligon. Then we find two edges in Soil Polygon first edge which is before intersection point(marked number 1 in drawing) and second edge is edge after intersection point (marked number 2 in drawing). Then we find intersection point in Convex polygon, and points before and after it to construct intersecting edge of Convex polygon. Both polygon’s winding is already clockwise.

After that we use “VectorOrient” function to figure out angles between Soil polygon edges “1” and “2” with intersecting edge of Convex polygon. Based on information about angle we make decision which out of 8 cases we have.

Case 1: we deleted vertex which is located at intersection point from Soil polygon and mark that intersection as **outward**

Case 2: we delete vertex at intersecting point from Soil polygon and mark intersecting point as **inward**

Case 3 and 4: just delete intersecting point from both polygons (not real intersection)

Case 5: we delete duplicating vertex from Soil polygon node list and mark intersection as **outward**

Case 7: we delete duplicating vertex (located at intersection point) from Soil polygon, and mark intersection as **inward.**

Case 6 and 8: just delete intersecting point from both polygons (because actual intersection was caught at other end of Soil polygon edge which lies on Convex polygon edge)

//function "verticeSoilMarkIntersect" decides what to do with intersection

//which is close to or same as node of soil polygon

//marks it inward or deletes

void verticeSoilMarkIntersect(Polygon &convexPoly, Polygon &soilPoly, int intersectIndex)

{

Edge firstSoilEdge; //edge before intersecting node

Edge secondSoilEdge; //edge after intersecting node

//find intersecting point in soil polygon

std::list<Node>::iterator itSoilNodes = soilPoly.polyNodes.begin();

while ( (\*itSoilNodes).index != intersectIndex)

{itSoilNodes++;

if (itSoilNodes==soilPoly.polyNodes.end())

{std::cout<<"\n Intersection number "<<intersectIndex<<"was not found in Soil polygon list - ERROR\n"; exit (EXIT\_FAILURE);}

}

Node intersectionSoil = \*itSoilNodes; //intersection node in soil polygon

//looking for same two edges before and after intersecting node in soil Polygon

std::list<Edge>::iterator itSoilEdges = soilPoly.polyEdges.begin();

while ( distTwoPoints( intersectionSoil, (\*itSoilEdges).end )>MINDouble )

{itSoilEdges++;

if (itSoilEdges==soilPoly.polyEdges.end())

{std::cout<<"\n Edge before intersection "<<intersectIndex<<"was not found in Soil polygon edge list - ERROR\n"; exit (EXIT\_FAILURE);}

}

firstSoilEdge = \*itSoilEdges;

itSoilEdges++;

//check if firstSoilEdge was last one in list of edges, then second edge is first in list else next will be second

if (itSoilEdges==soilPoly.polyEdges.end())

secondSoilEdge = \*( soilPoly.polyEdges.begin() );

else secondSoilEdge = \* itSoilEdges;

//find intersection point on convex polygon

std::list<Node>::iterator itConvexNodes = convexPoly.polyNodes.begin();

while ( (\*itConvexNodes).index != intersectIndex)

{itConvexNodes++;

if (itConvexNodes==convexPoly.polyNodes.end())

{std::cout<<"\n Intersection number "<<intersectIndex<<"was not found in Convex polygon list - ERROR\n"; exit (EXIT\_FAILURE);}

}

Node intersectionConvex = \*itConvexNodes;

//find points before and after intersecting point in convex polygon

Node intersectionConvexBefore; //node before intersecting node in Convex polygon

Node intersectionConvexAfter; //node after intersecting node in Convex polygon

//if intersection is first in list

if (itConvexNodes==convexPoly.polyNodes.begin())

{

intersectionConvexBefore = convexPoly.polyNodes.back(); //node before intersection

itConvexNodes++;

if (itConvexNodes==convexPoly.polyNodes.end())

{std::cout<<"\n Intersection "<<intersectIndex<<"was last in Convex polygon list - ERROR\n"; exit (EXIT\_FAILURE);}

else intersectionConvexAfter = \*itConvexNodes; //node after intersection

}

else //else if intersection not first in convex polygon list

{

itConvexNodes--;

intersectionConvexBefore = \*itConvexNodes; //node before intersection

itConvexNodes++;

itConvexNodes++;

if (itConvexNodes==convexPoly.polyNodes.end())

{std::cout<<"\n Intersection "<<intersectIndex<<"was last in Convex polygon list - ERROR\n"; exit (EXIT\_FAILURE);}

else intersectionConvexAfter = \*itConvexNodes; //node after intersection

}

//test if orientation between edge before intersection in Soil polygon and Convex polygon segment

//and orientation between edge after intersection in Soil Polygon and Convex Polygon segment is opposite

if (vectorOrient(firstSoilEdge.start, firstSoilEdge.end, intersectionConvexBefore, intersectionConvexAfter)\*vectorOrient(secondSoilEdge.start, secondSoilEdge.end, intersectionConvexBefore, intersectionConvexAfter) == -1)

//then vertice only touches Convex polygon - so REMOVE INTERSECTION from both lists Convex and Soil
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{removeIntersection (convexPoly, soilPoly, intersectIndex);}

//test if orientation between edge before intersection in Soil polygon and Convex polygon segment

//and orientation between edge after intersection in Soil Polygon and Convex Polygon segment is same sign

//then if orientation is +1 angle of both edges is less than 180 degree - delete vertice near intersection
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if ( (vectorOrient(firstSoilEdge.start, firstSoilEdge.end, intersectionConvexBefore, intersectionConvexAfter)==1) && (vectorOrient(secondSoilEdge.start, secondSoilEdge.end, intersectionConvexBefore, intersectionConvexAfter) == 1) )

{

//delete intersection and mark vertice as intersection OUTWARD in soil polygon.

removeDuplicateVerticeAndMarkIntersection (soilPoly, intersectIndex, false);

//Mark as OUTWARD in Convex Polygon

markIntersection(convexPoly,intersectIndex, false);

}

//test if orientation between edge before intersection in Soil polygon and Convex polygon segment

//and orientation between edge after intersection in Soil Polygon and Convex Polygon segment is same sign

//if orientation is -1 angle both edges is 180-360 degree - delete vertice near intersection

//and mark intersection as INWARD in soil polygon. Mark as INWARD in Convex Polygon
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if ( (vectorOrient(firstSoilEdge.start, firstSoilEdge.end, intersectionConvexBefore, intersectionConvexAfter)==-1) && (vectorOrient(secondSoilEdge.start, secondSoilEdge.end, intersectionConvexBefore, intersectionConvexAfter) == -1) )

{

//delete intersection and mark vertice as intersection INWARD in soil polygon.

removeDuplicateVerticeAndMarkIntersection (soilPoly, intersectIndex, true);

//Mark as INWARD in Convex Polygon

markIntersection(convexPoly,intersectIndex, true);

}

//test if orientation of edge after intersection in soil polygon and Convex polygon segment is 0

//(edge of soil after intersecting vertice is collinear with convex polygon edge)

if ( vectorOrient(secondSoilEdge.start, secondSoilEdge.end, intersectionConvexBefore, intersectionConvexAfter) == 0 )

{

//then if orientation between edge before intersection in Soil polygon and Convex polygon segment is

//1 angle is 0-180 degree - delete vertice near intersection in Soil polygon

//mark intersection point as OUTWARD. Mark as OUTWARD in Convex Polygon
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if ( vectorOrient(firstSoilEdge.start, firstSoilEdge.end, intersectionConvexBefore, intersectionConvexAfter)==1 )

{

removeDuplicateVerticeAndMarkIntersection (soilPoly, intersectIndex, false);

markIntersection(convexPoly,intersectIndex, false);

}

//if orientation between edge before intersection in Soil polygon and Convex polygon segment is

//-1, angle is 180-360 degree (side before intersection comes from outside)

//Then just delete intersection from Soil polygon and from Convex Polygon also
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if ( vectorOrient(firstSoilEdge.start, firstSoilEdge.end, intersectionConvexBefore, intersectionConvexAfter)==-1 )

{

removeIntersection(convexPoly, soilPoly, intersectIndex);

}

}

//test if orientation of edge before intersection in Soil and Convex polygon segment is 0

//(edge of soil before intersection vertice is collinear with edge of convex polygon)

if ( vectorOrient(firstSoilEdge.start, firstSoilEdge.end, intersectionConvexBefore, intersectionConvexAfter)==0 )

{

//then if orientation between edge after intersection in Soil Polygon and Convex Polygon segment is

// -1 angle is 180-360 degree - delete vertice near intersection in Soil polygon

//and mark INWARD in soil polygon. Mark as INWARD in Convex Polygon
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if ( vectorOrient(secondSoilEdge.start, secondSoilEdge.end, intersectionConvexBefore, intersectionConvexAfter) == -1 )

{

removeDuplicateVerticeAndMarkIntersection (soilPoly, intersectIndex, true);

markIntersection(convexPoly,intersectIndex, true);

}

//if orientation between edge after intersection in Soil Polygon and Convex Polygon segment is

// 1 angle is 0-180 degree - just delete intersection from soil polygon (no intersection)

//Delete intersection from Convex Polygon also
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if ( vectorOrient(secondSoilEdge.start, secondSoilEdge.end, intersectionConvexBefore, intersectionConvexAfter) == 1 )

{

removeIntersection(convexPoly, soilPoly, intersectIndex);

}

}

//If orientation of both edges before and after intersecting point in Soil polygon with

//Convex polygon segment are equal to 0 - ERROR Collinear Edges detected in Soil Polygon

if ( (vectorOrient(firstSoilEdge.start, firstSoilEdge.end, intersectionConvexBefore, intersectionConvexAfter)==0)&& (vectorOrient(secondSoilEdge.start, secondSoilEdge.end, intersectionConvexBefore, intersectionConvexAfter) ==0) )

{ std::cout<<"\n Collinear edges in Soil polygon around intersection number "<<intersectIndex<<" - ERROR\n"; exit (EXIT\_FAILURE);}

return;

}

ii) Function “**verticeConvexMarkIntersection**” deals with case, when two polygons intersect exactly or extremely close to vertex of Convex (failure plane) polygon. There is 7 cases of that type of intersections and all those cases are handled separately in this function. Convex polygon (failure plane is consider to be always convex).
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First we find intersecting point with index “intersectIndex” in Convex polygon (this intersecting point coincides with vertex of convex polygon). Then we find two edges of big convex polygon – before and after intersecting point. Those edges marked “1”-before and “2” – after intersecting point. Then we find intersection point in Soil polygon (circled green). Then we find two points on Soil polygon (red): first exactly before and second exactly after intersecting point. Both polygon’s winding is already clockwise.

After that we use “VectorOrient” function to figure out angles between Convex polygon edges “1” and “2” with intersecting edge of Soil polygon separately. Based on information about angles (are they collinear, more or less then 180 degree) we make decision which out of 8 cases we have.

**Case 1**: We **delete** intersection because soil polygon only touches vertex of Convex polygon.

**Case 2**: We delete vertex in Convex polygon which coincides with intersection and mark intersection as **INWARD** in both polygons

**Case3:**  We delete vertex in Convex polygon which coincides with intersection and mark intersection as **OUTWARD** in both polygons

**Case 4:** we just **delete** intersection from both polygons, because outward intersection was caught before intersecting vertex marked green and inward intersection was caught after.

**Case 5 and 7:** Just **remove** intersection from both polygons because Soil polygon only touches Convex polygon.

**Case 6:** just **delete** intersecting point from both polygons because actual outward intersection was caught before (where vertex of Soil polygon lies on convex polygon edge number “1”).

//function "verticeConvexMarkIntersect" decides what to do with intersection

//which is very close to or same as node of Convex polygon

//marks it inward or deletes

void verticeConvexMarkIntersect (Polygon &convexPoly, Polygon &soilPoly, int intersectIndex)

{

Edge firstConvexEdge; //edge before intersecting node

Edge secondConvexEdge; //edge after intersecting node

//find intersecting point in convex polygon

std::list<Node>::iterator itConvexNodes = convexPoly.polyNodes.begin();

while ( (\*itConvexNodes).index != intersectIndex)

{itConvexNodes++;

if (itConvexNodes==convexPoly.polyNodes.end())

{std::cout<<"\n Intersection number "<<intersectIndex<<"was not found in Convex polygon list - ERROR\n"; exit (EXIT\_FAILURE);}

}

Node intersectionConvex = \*itConvexNodes; //intersection node in Convex polygon

//looking for same two edges before and after intersecting node in Convex Polygon

std::list<Edge>::iterator itConvexEdges = convexPoly.polyEdges.begin();

while ( distTwoPoints( intersectionConvex, (\*itConvexEdges).end )>MINDouble )

{itConvexEdges++;

if (itConvexEdges==convexPoly.polyEdges.end())

{std::cout<<"\n Edge before intersection "<<intersectIndex<<" was not found in Convex polygon edge list - ERROR\n"; exit (EXIT\_FAILURE);}

}

firstConvexEdge = \*itConvexEdges;

itConvexEdges++;

//check if firstSoilEdge was last one in list of edges, then second edge is first in list else next will be second

if (itConvexEdges==convexPoly.polyEdges.end())

secondConvexEdge = \*( convexPoly.polyEdges.begin() );

else secondConvexEdge = \* itConvexEdges;

//find intersection point on soil polygon

std::list<Node>::iterator itSoilNodes = soilPoly.polyNodes.begin();

while ( (\*itSoilNodes).index != intersectIndex)

{itSoilNodes++;

if (itSoilNodes==soilPoly.polyNodes.end())

{std::cout<<"\n Intersection number "<<intersectIndex<<" was not found in Soil polygon list - ERROR\n"; exit (EXIT\_FAILURE);}

}

Node intersectionSoil = \*itSoilNodes;

//find points before and after intersecting point in soil polygon

Node intersectionSoilBefore; //node before intersecting node in Soil polygon

Node intersectionSoilAfter; //node after intersecting node in Soil polygon

//if intersection is first in list

if (itSoilNodes==soilPoly.polyNodes.begin())

{

intersectionSoilBefore = soilPoly.polyNodes.back(); //node before intersection

itSoilNodes++;

if (itSoilNodes==soilPoly.polyNodes.end())

{std::cout<<"\n Intersection "<<intersectIndex<<"was last in Soil polygon list - ERROR\n"; exit (EXIT\_FAILURE);}

else intersectionSoilAfter = \*itSoilNodes; //node after intersection

}

else //else if intersection not first in convex polygon list

{

itSoilNodes--;

intersectionSoilBefore = \*itSoilNodes; //node before intersection

itSoilNodes++;

itSoilNodes++;

if (itSoilNodes==soilPoly.polyNodes.end())

{std::cout<<"\n Intersection "<<intersectIndex<<" was last in Soil polygon list - ERROR\n"; exit (EXIT\_FAILURE);}

else intersectionSoilAfter = \*itSoilNodes; //node after intersection

}

//test if orientation between edge before intersection in Convex polygon and Soil polygon segment

//and orientation between edge after intersection in Convex Polygon and Soil Polygon segment is opposite

if (vectorOrient(firstConvexEdge.start, firstConvexEdge.end, intersectionSoilBefore, intersectionSoilAfter)\*vectorOrient(secondConvexEdge.start, secondConvexEdge.end, intersectionSoilBefore, intersectionSoilAfter) == -1)
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//then vertice only touches Soil polygon - so REMOVE INTERSECTION from both lists Convex and Soil

{removeIntersection (convexPoly, soilPoly, intersectIndex);}

//test if orientation between edge before intersection in Convex polygon and Soil polygon segment

//and orientation between edge after intersection in Convex Polygon and Soil Polygon segment is same sign

//then if orientation is +1 angle of both edges is less than 180 degree - delete vertice near intersection

//and mark intersection as INWARD in Convex polygon. Mark as INWARD in Soil Polygon

![](data:image/png;base64,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)

if ( (vectorOrient(firstConvexEdge.start, firstConvexEdge.end, intersectionSoilBefore, intersectionSoilAfter)==1) && (vectorOrient(secondConvexEdge.start, secondConvexEdge.end, intersectionSoilBefore, intersectionSoilAfter) == 1) )

{

//delete intersection and mark vertice as intersection INWARD in Convex polygon.

removeDuplicateVerticeAndMarkIntersection (convexPoly, intersectIndex, true);

//Mark as INWARD in Soil Polygon

markIntersection(soilPoly,intersectIndex, true);

}

//test if orientation between edge before intersection in Convex polygon and Soil polygon segment

//and orientation between edge after intersection in Convex Polygon and Soil Polygon segment is same sign

//if orientation is -1 angle both edges is 180-360 degree - delete vertice near intersection

//and mark intersection as OUTWARD in Convex polygon. Mark as OUTWARD in Soil Polygon

if ( (vectorOrient(firstConvexEdge.start, firstConvexEdge.end, intersectionSoilBefore, intersectionSoilAfter)==-1) && (vectorOrient(secondConvexEdge.start, secondConvexEdge.end, intersectionSoilBefore, intersectionSoilAfter) == -1) )
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{

//delete intersection and mark vertice as intersection OUTWARD in Convex polygon.

removeDuplicateVerticeAndMarkIntersection (convexPoly, intersectIndex, false);

//Mark as OUTWARD in Soil Polygon

markIntersection(soilPoly,intersectIndex, false);

}

//test if orientation of edge after intersection in Convex polygon and Soil polygon segment is 0

//(edge of Convex after intersecting vertice is collinear with soil polygon edge)
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if ( vectorOrient(secondConvexEdge.start, secondConvexEdge.end, intersectionSoilBefore, intersectionSoilAfter) == 0 )

{

//Then just delete intersection

removeIntersection(convexPoly, soilPoly, intersectIndex);

}

//test if orientation of edge before intersection in Convex polygon and Soil polygon segment is 0

//(edge of Convex before intersection vertice is collinear with edge of Soil polygon)

if ( vectorOrient(firstConvexEdge.start, firstConvexEdge.end, intersectionSoilBefore, intersectionSoilAfter)==0 )
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{

//Then just delete intersection

removeIntersection(convexPoly, soilPoly, intersectIndex);

}

//If orientation of both edges before and after intersecting point in Convex polygon with

//Soil polygon segment are equal to 0 - ERROR Collinear Edges detected in Convex Polygon

if ( (vectorOrient(firstConvexEdge.start, firstConvexEdge.end, intersectionSoilBefore, intersectionSoilAfter)==0)&& (vectorOrient(secondConvexEdge.start, secondConvexEdge.end, intersectionSoilBefore, intersectionSoilAfter) ==0) )

{ std::cout<<"\n Collinear edges in Convex polygon around intersection number "<<intersectIndex<<" - ERROR\n"; exit (EXIT\_FAILURE);}

return;

}

iii) Function “**verticeToVerticeMarkInward**” is longest function and deals with case when vertex of soil polygon lies exactly on vertex of Convex (Failure plane) polygon (so called vertex-to-vertex intersection). There are \*\*\*\*\* cases of this type of intersection (see on picture) and all \*\*\*\* types are handled separately.

First, we find intersection point in Convex polygon using its index from “intersectIndex” parameter. Then we find two edges before and after intersecting node in Convex polygon and store those edges as “*firstConvexEdge*” and “*secondConvexEdge*”.

Second, we find intersecting vertex in soil polygon and then find two edges one before intersecting vertex one after intersecting vertex. We store those edges as *“firstSoilEdge*” and *“secondSoilEdge*”.

Third, we reversing direction of edges before intersection in both polygons (“*firstConvexEdge*” and *“secondSoilEdge*”). This is done because we need all vectors to start from intersection point for making comparison of angles later and deciding what kind of intersection it is.
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Next we calculate 5 angles in radians. Those angle values will be used in determining which case we have during Vertex-to-Vertex intersection.

Those 5 angles are shown on picture:
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1 - “convexAngle”

2 – “seconConvexSeconSoilAngle”

3 – “firstConvexSecondSoilAngle”

4 – “firstConvexFirstSoilAngle”

5 – “secondConvexFirstSoilAngle”

After that using these angles we got 14 cases of different type of intersection and for each type we make appropriate decision about what kind of intersection it is (inward, outward or not intersection at all).

**Case 1 and 2:** First two cases represent situation when edges of Convex and Soil polygons interlay (angle between both of them are zero). In both of these cases we just delete intersection, because there is no actual intersection.
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**Case 3, 4, 5 and 6:** In these four cases only first (before intersection) edge of Soil Polygon interlays with edge of Convex polygon. In cases 3 and 4 first soil edge interlays with first (before intersection) edge of Convex polygon and in cases 5, 6 first Soil polygon edge interlays with second (after intersection) edge of Convex polygon. Then we compare angle between first and second edges of big Convex polygon (“convexAngle”) with sum of angles that second edge of Soil polygon makes with both edges of Convex polygon (“firstConvexSecondSoilAngle”+ “seconConvexSeconSoilAngle”).

If they are equal (**cases 4 and 6**) – then second soil edge is entering Convex polygon, so we **remove** duplicating vertices in both polygons and mark intersection as **Inward**.

Else in **cases 3 and 5** – there is no actual intersection and we just **REMOVE** intersection.
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**Case 7, 8, 9, and 10:** In these four cases only second (after intersection) edge of Soil Polygon interlays with edge of Convex polygon. In cases 7 and 8 second soil edge interlays with first (before intersection) edge of Convex polygon and in cases 9 and 10 second edge of Soil polygon interlays with second (after intersection) edge of Convex polygon. Then we compare angle between first and second edges of big Convex polygon (“convexAngle”) with sum of angles that first edge of Soil polygon makes with both edges of Convex polygon (“firstConvexFirstSoilAngle”+ “seconConvexFirstSoilAngle”).

If “convexAngl” is equal to above mentioned sum of angles (**cases 8 and 9**) – then first soil edge is exiting Convex polygon, so we **remove** duplicating vertices in both polygons and mark intersection as **OUTWARD.**

Else in **cases 7 and 10** there is no actual intersection and we just **REMOVE** intersection.
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**Case 11, 12, 13, and 14:** In this 4 cases edges of Convex and Soil polygons don’t interlay.

In **case 11** first edge of Soil polygon is located inside Convex polygon angle (“convexAngle” = “firstConvexFirstSoilAngle”+ “seconConvexFirstSoilAngle”) and second edge of Soil is outside of Convex angle(“convexAngle” not equal “firstConvexSecondSoilAngle”+ “seconConvexSecondSoilAngle”) then we delete duplicating vertices from both polygons and mark intersection **OUTWARD.**

In **case 12** first edge of Soil polygon is located inside Convex polygon angle (“convexAngle” = “firstConvexFirstSoilAngle”+ “seconConvexFirstSoilAngle”) and second edge of Soil is also located inside of Convex angle (“convexAngle“ = ”firstConvexSecondSoilAngle”+ “seconConvexSecondSoilAngle”) then Soil polygon is inside Convex and we just **REMOVE** intersection.

In **case 13** first edge of Soil polygon is located outside Convex polygon angle (“convexAngle” < “firstConvexFirstSoilAngle”+ “seconConvexFirstSoilAngle”) and second edge of Soil is inside of Convex angle (“convexAngle” = “firstConvexSecondSoilAngle”+ “seconConvexSecondSoilAngle”) then soil polygon enters Convex polygon from outside and we delete duplicating vertices from both polygons and mark intersection **INWARD.**

In **case 14** first edge of Soil polygon is located outside Convex polygon angle (“convexAngle” < “firstConvexFirstSoilAngle”+ “seconConvexFirstSoilAngle”) and second edge of Soil is also located outside of Convex angle (“convexAngle“ < ”firstConvexSecondSoilAngle”+ “seconConvexSecondSoilAngle”) then Soil polygon is outside Convex and we just **REMOVE** intersection.
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//function "verticeToVerticeMarkInvard" decides what to do with vertice to vertice intersection

//if intersection exists it is marked inward or outward. If just tach each other - intersection is deleted

//function returns false if intersection in Soil Polygon is deleted

void verticeToVerticeMarkInvard(Polygon &convexPoly, Polygon &soilPoly, int intersectIndex)

{

Edge firstConvexEdge; //edge before intersecting node in Convex polygon

Edge secondConvexEdge; //edge after intersecting node in Convex polygon

Edge firstSoilEdge; //edge before intersecting node in Soil polygon

Edge secondSoilEdge; //edge after intersecting node in Soil polygon

//find intersecting point in convex polygon

std::list<Node>::iterator itConvexNodes = convexPoly.polyNodes.begin();

while ( (\*itConvexNodes).index != intersectIndex)

{itConvexNodes++;

if (itConvexNodes==convexPoly.polyNodes.end())

{std::cout<<"\n Intersection number "<<intersectIndex<<" was not found in Convex polygon list - ERROR\n"; exit (EXIT\_FAILURE);}

}

Node intersectionConvex = \*itConvexNodes; //intersection node in Convex polygon

//looking for same two edges before and after intersecting node in Convex Polygon

std::list<Edge>::iterator itConvexEdges = convexPoly.polyEdges.begin();

while ( distTwoPoints( intersectionConvex, (\*itConvexEdges).end )>MINDouble )

{itConvexEdges++;

if (itConvexEdges==convexPoly.polyEdges.end())

{std::cout<<"\n Edge before intersection "<<intersectIndex<<" was not found in Convex polygon edge list - ERROR\n"; exit (EXIT\_FAILURE);}

}

firstConvexEdge = \*itConvexEdges;

itConvexEdges++;

//check if firstConvexEdge was last one in list of edges, then second edge is first in list else next will be second

if (itConvexEdges==convexPoly.polyEdges.end())

secondConvexEdge = \*( convexPoly.polyEdges.begin() );

else secondConvexEdge = \*itConvexEdges;

//find intersection point on soil polygon

std::list<Node>::iterator itSoilNodes = soilPoly.polyNodes.begin();

while ( (\*itSoilNodes).index != intersectIndex)

{itSoilNodes++;

if (itSoilNodes==soilPoly.polyNodes.end())

{std::cout<<"\n Intersection number "<<intersectIndex<<" was not found in Soil polygon list - ERROR\n"; exit (EXIT\_FAILURE);}

}

Node intersectionSoil = \*itSoilNodes;

//looking for two edges before and after intersecting node in soil Polygon

std::list<Edge>::iterator itSoilEdges = soilPoly.polyEdges.begin();

while ( distTwoPoints( intersectionSoil, (\*itSoilEdges).end )>MINDouble )

{itSoilEdges++;

if (itSoilEdges==soilPoly.polyEdges.end())

{std::cout<<"\n Edge before intersection "<<intersectIndex<<" was not found in Soil polygon edge list - ERROR\n"; exit (EXIT\_FAILURE);}

}

firstSoilEdge = \*itSoilEdges;

itSoilEdges++;

//check if firstSoilEdge was last one in list of edges, then second edge is first in list else next will be second

if (itSoilEdges==soilPoly.polyEdges.end())

secondSoilEdge = \*( soilPoly.polyEdges.begin() );

else secondSoilEdge = \*itSoilEdges;

//reversing first edges (incoming in intersection point) in both polygons

//to get all four vectors outgoing from intersection point

Edge tempEdge;

//reverse in convex polygon

tempEdge.start = firstConvexEdge.end;

tempEdge.end = firstConvexEdge.start;

firstConvexEdge = tempEdge;

//reverse in Soil polygon

tempEdge.start = firstSoilEdge.end;

tempEdge.end = firstSoilEdge.start;

firstSoilEdge = tempEdge;

//calculate angle between first and second edges of Convex Polygon

double convexAngle = angleBetweenVector(firstConvexEdge, secondConvexEdge);

//angle between edges of soil and convex Polygons

double firstConvexFirstSoilAngle = angleBetweenVector(firstConvexEdge, firstSoilEdge);

double firstConvexSecondSoilAngle = angleBetweenVector(firstConvexEdge, secondSoilEdge);

double secondConvexFirstSoilAngle = angleBetweenVector(secondConvexEdge, firstSoilEdge);

double secondConvexSecondSoilAngle = angleBetweenVector(secondConvexEdge, secondSoilEdge);

//case where both first and second edges of soil Polygon lay on edges of Convex polygon

//then delete intersection
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if ( (firstConvexFirstSoilAngle <MINDouble)&&(secondConvexSecondSoilAngle<MINDouble) )

{

removeIntersection (convexPoly, soilPoly, intersectIndex);

return ;

}

if ( (firstConvexSecondSoilAngle <MINDouble)&&(secondConvexFirstSoilAngle<MINDouble) )

{

removeIntersection (convexPoly, soilPoly, intersectIndex);

return ;

}

//case where only first edge of Soil polygon lays on one of the edges of Convex polygon

if ( (firstConvexFirstSoilAngle <MINDouble)||(secondConvexFirstSoilAngle<MINDouble) )

{

//if angle between first-second edges of Convex polygon is equal

//sum of angles secondSoil-firstConvex plus seconSoil-secondConvex

//then secondSoil edge enters Convex polygon.

//Delete duplicating vertices in both polygons and mark intersection INWARD
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if ( fabs(convexAngle-firstConvexSecondSoilAngle-secondConvexSecondSoilAngle)<MINDouble )

{

removeDuplicateVerticeAndMarkIntersection(convexPoly, intersectIndex, true);

removeDuplicateVerticeAndMarkIntersection(soilPoly, intersectIndex,true);

}

//if angle between first-second edges of Convex polygon is not equal

//sum of angles secondSoil-firstConvex plus seconSoil-secondConvex

//then secondSoil edge goes out Convex polygon. Just delete intersection
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else

{

removeIntersection(convexPoly, soilPoly, intersectIndex);

}

return;

}

//case where only second edge of Soil polygon lays on one of the edges of Convex polygon

if ( (firstConvexSecondSoilAngle <MINDouble)||(secondConvexSecondSoilAngle<MINDouble) )

{

//if angle between first-second edges of Convex polygon is equal

//sum of angles firstSoil-firstConvex plus firstSoil-secondConvex

//then firstSoil edge comes from inside of Convex polygon.

//Delete duplicating vertices in both polygons and mark intersection OUTWARD
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if ( fabs(convexAngle-firstConvexFirstSoilAngle-secondConvexFirstSoilAngle)<MINDouble )

{

removeDuplicateVerticeAndMarkIntersection(convexPoly, intersectIndex, false);

removeDuplicateVerticeAndMarkIntersection(soilPoly, intersectIndex,false);

}

//if angle between first-second edges of Convex polygon is not equal

//sum of angles firstSoil-firstConvex plus firstSoil-secondConvex

//then firstSoil edge comes from outside of Convex polygon. Just delete intersection
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else

{

removeIntersection(convexPoly, soilPoly, intersectIndex);

}

return;

}

//case where first edge (before intersection) of Soil polygon comes strictly from inside out of Convex polygon

if ( fabs(convexAngle-firstConvexFirstSoilAngle-secondConvexFirstSoilAngle)<MINDouble )

{

//if angle between first-second edges of Convex polygon is not equal

//sum of angles secondSoil-firstConvex plus secondSoil-secondConvex

//then secondSoil goes outside of Convex polygon.

//Delete duplicating vertices in both polygons and mark intersection OUTWARD
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if ( fabs(convexAngle-firstConvexSecondSoilAngle-secondConvexSecondSoilAngle)>=MINDouble )

{

removeDuplicateVerticeAndMarkIntersection(convexPoly, intersectIndex, false);

removeDuplicateVerticeAndMarkIntersection(soilPoly, intersectIndex,false);

}

//if angle between first-second edges of Convex polygon is equal

//sum of angles secondSoil-firstConvex plus secondSoil-secondConvex

//then secondSoil returns inside Convex polygon. Just delete intersection
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else

{

removeIntersection(convexPoly, soilPoly, intersectIndex);

}

return;

}

//case where first edge (before intersection) of Soil polygon comes strictly from outside out of Convex polygon

if ( fabs(convexAngle-firstConvexFirstSoilAngle-secondConvexFirstSoilAngle)>=MINDouble )

{

//if angle between first-second edges of Convex polygon is equal

//sum of angles secondSoil-firstConvex plus secondSoil-secondConvex

//then secondSoil goes inside Convex polygon.

//Delete duplicating vertices in both polygons and mark intersection INWARD
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if ( fabs(convexAngle-firstConvexSecondSoilAngle-secondConvexSecondSoilAngle)<MINDouble )

{

removeDuplicateVerticeAndMarkIntersection(convexPoly, intersectIndex, true);

removeDuplicateVerticeAndMarkIntersection(soilPoly, intersectIndex,true);

}

//if angle between first-second edges of Convex polygon is not equal

//sum of angles secondSoil-firstConvex plus secondSoil-secondConvex

//then secondSoil returns outside of Convex polygon. Just delete intersection
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else

{

removeIntersection(convexPoly, soilPoly, intersectIndex);

}

return;

}

}

**7)** Function **“regularMarkIntersection”** decides what to do with regular intersection point between edges of two polygons. Main purpose of the function is to decide if intersection is **inward** or **outward.**

First, we find intersection point in Convex polygon from its index (intersectIndex) and store in “intersectionConvex” variable. Then we find vertex or intersection which is next in Convex Polygon list after intersection node and store in variable “intersectionConvexAfter”.

Second, we find intersection point in Soil polygon from its index (intersectIndex) and store in “intersectionSoil” variable. Then we find vertex or intersection which is next in Soil Polygon list after intersection node and store in variable “intersectionSoilAfter”.

Then, using “vectorOrient” function, we figure out if angle between segments of Soil polygon and Convex polygon coming out of intersection point form angle more or less than 180.

In **Case 1:** returning value of “vector orient” = 1 and angle mentioned above is less than 180 degree, so intersection is **OUTWARD**

In **Case 2:** returning value of “vector orient” = -1 and angle mentioned above is less than 180 degree, so intersection is **INWARD**

![](data:image/png;base64,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)

//function "regularMarkIntersection" decides what to do with regular intersection between two edges

//it just marks INWARD or OUTWARD

void regularMarkIntersect(Polygon &convexPoly, Polygon &soilPoly, int intersectIndex)

{

//find intersecting point in convex polygon

std::list<Node>::iterator itConvexNodes = convexPoly.polyNodes.begin();

while ( (\*itConvexNodes).index != intersectIndex)

{itConvexNodes++;

if (itConvexNodes==convexPoly.polyNodes.end())

{std::cout<<"\n Intersection number "<<intersectIndex<<"was not found in Convex polygon list - ERROR\n"; exit (EXIT\_FAILURE);}

}

Node intersectionConvex = \*itConvexNodes; //intersection node in Convex polygon

//find vertice or another intersection which is next after intersection in Convex nodes list

Node intersectionConvexAfter; //node in list after intersection node in Convex Polygon

itConvexNodes++;

if (itConvexNodes==convexPoly.polyNodes.end())

{std::cout<<"\n Intersection "<<intersectIndex<<" was last in Convex polygon list - ERROR\n"; exit (EXIT\_FAILURE);}

else intersectionConvexAfter = \*itConvexNodes; //node after intersection

//find intersection point on soil polygon

std::list<Node>::iterator itSoilNodes = soilPoly.polyNodes.begin();

while ( (\*itSoilNodes).index != intersectIndex)

{itSoilNodes++;

if (itSoilNodes==soilPoly.polyNodes.end())

{std::cout<<"\n Intersection number "<<intersectIndex<<" was not found in Soil polygon list - ERROR\n"; exit (EXIT\_FAILURE);}

}

Node intersectionSoil = \*itSoilNodes;

//find vertice or another intersection which is next after intersection in Soil nodes list

Node intersectionSoilAfter; //node in list after intersection node in Soil Polygon

itSoilNodes++;

if (itSoilNodes==soilPoly.polyNodes.end())

{std::cout<<"\n Intersection "<<intersectIndex<<" was last in Soil polygon list - ERROR\n"; exit (EXIT\_FAILURE);}

else intersectionSoilAfter = \*itSoilNodes; //node after intersection

//if orientation between segment of Soil polygon formed by intersection point and next in list of nodes point

//with same segment of Convex polygon

//is 1 - then angle is less than 180 degree (Soil vector goes outside) and intersection is OUTWARD

//is -1 - then angle is more than 180 degree (Soil vector goes inside) and intersection is INWARD

//is 0 - ERROR

if ( vectorOrient(intersectionSoil, intersectionSoilAfter, intersectionConvex, intersectionConvexAfter) == 1)

{

markIntersection(soilPoly, intersectIndex, false);

markIntersection(convexPoly, intersectIndex, false);

}

else if (vectorOrient(intersectionSoil, intersectionSoilAfter, intersectionConvex, intersectionConvexAfter) == -1)

{

markIntersection(soilPoly, intersectIndex, true);

markIntersection(convexPoly, intersectIndex, true);

}

else {std::cout<<"\n Edges with intersection number "<<intersectIndex<<" are collinear - LOGICAL ERROR\n"; exit (EXIT\_FAILURE);}

return;

}

**8)** Function **“markInvard”** get as a parameter two polygons “Convex” and “Soil”. And by looping through all intersections it decides what kind of intersection it is and calls appropriate function to deal with intersection point and mark it inward or outward.

We have two nested loops to go through Soil polygon. While loop is nested in for loop and both going through vertices of Soil Polygon. Outer for loop breaks if variable “nodeDeleted” is false. That means inner while loop went through all vertices smoothly and marked them inward or outward without any deletion of duplicating nodes. If inside while loop the while marking intersection occurred deletion of any node in Soil Polygon (case of duplicating of vertex and intersection at same spot), then while loop breaks and should start again (“nodeDeleted” is assigned to true and outer for loop restarts while loop). We need to do this because after deletion of node from Soil polygon order of vertices is messed and for correct work of “iterator” variable we need to restart loop.

Inside while loop we firs find intersections which are not checked before, then we marked them as “visited”. After that we find same intersection point in Convex Polygon. Then we get next elements (vertices) after intersecting points in lists both polygons. If those next elements are nodes and **both** are at same position or very close to intersection point then we call function “”verticeToVerticeMarkInvard” to deal with intersection. If only in Convex polygon next node after intersection is at same position or very close to intersection node we call “verticeConvexMarkIntersect”. Else if only next node in Soil polygon is at same spot or very close we call function “verticeSoilMarkIntersect”. And else if exclude all this cases we have regular intersection and call function “regularMarkIntersect”.

And Finally we nullify “isVisited” parameter of soil polygon node list becase we will use it later

//function "markInward" marks intersections inward - true if Edge of soil polygon

//with this intersection enters clip polygon (from outside to inside)

void markInward(Polygon &convexPoly, Polygon &soilPoly)

{

int intersectIndex; //index of intersection

int size = soilPoly.polyNodes.size(); //size of soilPolygon before marking and possible deleting duplicates

//for loop iterates iterates as many times as many deletion of vertices are in soil polygon

//if inner while loop iterates through all nodes without deletion for loop breaks

for(int i=1; i<=size; i++)

{

bool nodeDeleted = false; //indicator of deleted node

std::list<Node>::iterator itSoil=soilPoly.polyNodes.begin(); // iterator through soil polygon

//loop through Soil Polygon vertices

while ( itSoil != soilPoly.polyNodes.end())

{

//finding intersection and checking if it was visited and marked before

if ( (\*itSoil).intersection && (!(\*itSoil).visited) )

{

(\*itSoil).visited = true; //mark intersection point as visited

intersectIndex = ((\*itSoil).index);

//looking for same node in convex Polygon

std::list<Node>::iterator it2Convex = convexPoly.polyNodes.begin();

while ( (\*it2Convex).index !=intersectIndex )

{it2Convex++;

if (it2Convex==convexPoly.polyNodes.end())

{std::cout<<"\n Intersection number "<<intersectIndex<<"was found in Soil Polygon, but wasn't found in Convex Polygon - ERROR\n"; exit (EXIT\_FAILURE);}

}

//getting next elements of convex and soil polygons after intersection points

std::list<Node>::iterator itConvexNext = it2Convex;

std::list<Node>::iterator itSoilNext = itSoil;

itConvexNext++;

itSoilNext++;

//if after both intersections are vertices and are very close or same as nodes call function " verticeToVerticeMarkInvard"

if ( (!(\*itConvexNext).intersection) && (!(\*itSoilNext).intersection) && (distTwoPoints(\*itSoilNext, \*itSoil)<NODEAccuracy) && (distTwoPoints(\*itConvexNext, \*it2Convex)<NODEAccuracy) )

{

verticeToVerticeMarkInvard(convexPoly, soilPoly, intersectIndex);

nodeDeleted = true; //in case of vertice to vertice intersection node is always deleted

}

//intersection is close or same as convex polygon node call function " verticeConvexMarkIntersection"

else if ( (!(\*itConvexNext).intersection) && (distTwoPoints(\*itConvexNext, \*it2Convex)<NODEAccuracy))

{

verticeConvexMarkIntersect (convexPoly, soilPoly, intersectIndex);

nodeDeleted = true; //in this case intersection node is delted or vertice near intersection is deleted from convex polygon

}

//intersection is close or same as node of soil polygon call function "verticeSoilMarkIntersect"

else if ( (!(\*itSoilNext).intersection) && (distTwoPoints(\*itSoilNext, \*itSoil)<NODEAccuracy) )

{

verticeSoilMarkIntersect(convexPoly, soilPoly, intersectIndex);

nodeDeleted = true;

}

//if it is regular intersection(not at nodes of polygon) call function "regularMarkIntersect"

else

{

regularMarkIntersect(convexPoly, soilPoly, intersectIndex);

}

}

itSoil++;

if (nodeDeleted)

{ break;} //break the while loop if some nodes are deleted

}

if(!nodeDeleted) break;

}

//nullifying isVisited parameter in soil polygon nodes

for(std::list<Node>::iterator itSoil=soilPoly.polyNodes.begin(); itSoil!=soilPoly.polyNodes.end(); ++itSoil)

{(\*itSoil).visited=false; }

return;

}

9) function “**createIntersection**” Finds all intersections between Convex and Soil polygons, then inserts intersection points in proper place and finally arranges intersections (if more than 1 between two neighboring vertices) in correct order.

All this is done by calling appropriate functions.

//function "createIntersections" finds all intersections of two polygons

// and inserts intersections in lists of nodes

//also function rearranges intersection point of each edge by distance

void createIntersections (Polygon &convexPoly, Polygon &soilPoly)

{

Node intersectionNode; //temp intersection node

int index = 1; //index of intersection node

//loop through edges of both polygons

for (std::list<Edge>::iterator it=convexPoly.polyEdges.begin(); it != convexPoly.polyEdges.end(); ++it)

for (std::list<Edge>::iterator it2=soilPoly.polyEdges.begin(); it2 != soilPoly.polyEdges.end(); ++it2)

{

if (computeIntersection(\*it, \*it2, intersectionNode, index) ) // if has intersection

{index++; //increase index and

insertIntersection (convexPoly, soilPoly, \*it, \*it2, intersectionNode);//insert intersection point in proper place

}

}

rearrangeIntersectionsByDist(convexPoly); //rearrange intersection points of one edge by distance

rearrangeIntersectionsByDist(soilPoly); //rearrange intersection points of one edge by distance

//function "markInward" marks intersections inward - true if Edge of soil polygon

//with this intersection enters clip polygon (from outside to inside)

markInward(convexPoly, soilPoly);

return;

}

10) Function **“isSoilPolyInsideConvex”** is called from main clipping function in case when there are no intersecting areas. The main purpose of the function thus, is to determine why there are no intersection areas between Convex and Soil Polygons. This can happen only in two cases Soil polygon is totally inside or totally outside of Convex Polygon. Function **returns true** if all vertices of Soil polygon are inside of Convex polygon. Function **returns false** if all vertices of Soil polygon are outside of Convex polygon. In case if some of the vertices of Soil Polygon are inside and some outside – function exits with ERROR because this function only intended to be called if Two polygons doesn’t intersect.

//function "isSoilPolyInsideConvex" checks and returns TRUE if all vertices of soil polygon are inside convex polygon

//Else if outside returns FALSE

bool isSoilPolyInsideConvex(Polygon &soilPoly)

{

bool isInside = true;

//check if all vertices of Soil polygon are inside or on the edge of Convex Polygon

for (std::list<Node>::iterator it=soilPoly.polyNodes.begin(); it != soilPoly.polyNodes.end(); ++it)

{ //if at least one outside - mark isInside "false and break for loop"

if ((\*it).insideClipPoly <0)

{

isInside = false;

break;

}

}

//if all vertices of Soil polygon are inside convex - job is done(RETURN)

if (isInside) {return isInside;}

//check if all vertices of Soil polygon are outside or on the edge of Convex Polygon

for (std::list<Node>::iterator it=soilPoly.polyNodes.begin(); it != soilPoly.polyNodes.end(); ++it)

{ //if at least one is inside - mark isInside "true and break for loop"

if ((\*it).insideClipPoly > 0)

{

isInside = true;

break;

}

}

//if all vertices of Soil polygon are outside convex - job is done(RETURN)

if (!isInside) {return isInside;}

//else - neither totally inside nor totally outside - ERROR

else {std::cout<<"\n Some of vertices of Soil Polygon are inside and some outside of Convex. \n Irrelevant case for function - ERROR\n"; exit (EXIT\_FAILURE);}

return true;

}

11) Function **“clipPolygons”** is main function in program that implements Weiler-Atherton Clipping algorithm. Function gets three parameters Convex Polygon, Soil Polygon and third parameter **outputPolyArray** is pointer to Polygon structure where is possible to store array of polygons, because it’s possible to have more than 1 intersecting area. Function returns amount of intersecting areas between polygons.

There are two Boolean variables “secondLapSoil” and “secondLapConvex”. We need these variables to make sure that at least one time through all vertices to reach our starting point – inward intersection in Convex polygon. This is done because if inward intersection is in the middle of polygon list we need to continue up to the end of list and go to second loop to reach starting point.

Main “for” loop goes through Soil Polygon node list to find previously non visited inward intersections. Then we mark “secondLapSoil” and “secondLapConvex” as false because we only start tracing and its first lap. We mark this inward intersection as visited, increment amount of intersecting polygons by one, and store intersection index in “currentTraceIntersectIndex”.

Then we start big do-while loop which is designed to output intersecting polygon. It iterates till we don’t reach starting point – inward intersection in Soil polygon and when we reach it we set variable “endOfOutputList” to true and exit do-while loop. Inside this big do-while loop we have two nested do-while loops. First is to iterate along vertices of Soil polygon and when polygons intersect switch to Convex polygon and continue in second do-while loop to iterate along Convex polygon.

So in main do-while loop we do following operations:

a) We find recorded inward intersection is Soil polygon by “currentTraceIntersectIndex”.

b) Start first inner do-while loop which will **put all nodes of Soil polygon in output list** (in “outputPolyArray”) until we meet intersection with Convex Polygon.

* in this first inner do while loop we check if in two laps we didn’t find intersection with Convex polygon – fire ERROR message
* if we meet visited node before intersection with Convex Polygon – ERROR message

c) After we found intersection with Convex polygon we update “currentTraceIntersectIndex” and mark newly fond intersection as visited.

d) We check if new intersection is INWARD. If it is – we fire ERROR message, because it can’t be two consequent INWARD intersections.

e) Then we find new intersection in Convex polygon list by new “currentTraceIntersectIndex”

f) We start second inner do-while loop which will **put all nodes of Convex polygon in output list** (in “outputPolyArray”) until we meet intersection with Soil Polygon.

* In this loop we check as well if intersection withSoil polygon hasn’t been found in two laps – then ERROR message
* If we bump into visited node then there is two options:

1. Visited node is the node is INWARD intersection from which we started our path (with index “currentIntersectIndex”) then we are finished with current intersection area and mark variable “endOfOutputList” true to exit outer do-while loop.
2. If node was visited but it’s not starting point with index “currentIntersectIndex” – then ERROR message

g) After we exit second do-while loop we check if we are finished tracing current intersection area (“endOfOutputList” is true). If not we assign “currentTraceIntersectIndex” to newly found intersection with Soil polygon in order to continue tracing

h) Lastly we mark newly fond intersection as visited

So “for” loop catches intersection areas and outer do-while loop inside for loop creates each intersection area. After finishing for loop we check how many intersecting areas between two polygons are created (stored in “numberOfIntersectareas”). If zero then there are two possibilities:

1. Soil polygon is totally inside Convex polygon. We check this possibility by calling “**isSoilPolyInsideconvex**” function. If function returns true then we assign whole Soil polygon to **outputPolyArray,** and increase number of intersect areas.
2. If Soil polygon is not inside Convex, so they just don’t intersect and we do nothing.

//main function "clipPolygons" calculates intersection of convex polygon and soil polygon and creates array of intersecting areas

//function returns number of intersecting polygons (maybe more than 1)

int clipPolygons(Polygon &convexPoly, Polygon &soilPoly, Polygon \*outputPolyArray)

{

int numberOfIntersectAreas = 0; //number of intersecting areas for current

bool secondLapSoil; //checks if tracing along soil polygon goes second lap

bool secondLapConvex; //checks if tracing along convex polygon goes second lap

int currentIntersectIndex; //index of inward intersection index which is starting point of current tracing

bool endOfOutputList; //flag for ending main do-while loop that creates output list of current intersection area

//main for loop that goes through Soil Polygon nodes searching INWARD intersections

for (std::list<Node>::iterator itSoilMain=soilPoly.polyNodes.begin(); itSoilMain != soilPoly.polyNodes.end(); ++itSoilMain)

{

//finding inward intersection which wasn't visited previously

if ( (\*itSoilMain).intersection && (\*itSoilMain).inward && !(\*itSoilMain).visited )

{

endOfOutputList = false; //flag for ending main do-while loop that creates output list of current intersection area is false at first

secondLapSoil=false; secondLapConvex=false; //making "second lap" flag false in both polygons

currentIntersectIndex = (\*itSoilMain).index; //storing current intersection index

markVisited(convexPoly, soilPoly, currentIntersectIndex); //marking intersection visited in both polygons

numberOfIntersectAreas++; //incrementing amount of intersecting areas

std::list<Node>::iterator itSoilTrace; //iterator "itSoilTrace" iterates through nodes of soil polygon until meets intersection

std::list<Node>::iterator itConvexTrace; //iterator "itConvexTrace" iterates through nodes of soil polygon until meets intersection

int currentTraceIntersectIndex = currentIntersectIndex; //currentTraceIntersectIndex stores intersection indexes during tracing process

do{

//finding intersecting node in soil polygon corresponding to "currentTraceIntersectIndex"

itSoilTrace = soilPoly.polyNodes.begin();

while ( (\*itSoilTrace).index != currentTraceIntersectIndex )

{

itSoilTrace++;

if (itSoilTrace==soilPoly.polyNodes.end())

{std::cout<<"\n Intersection number "<<currentTraceIntersectIndex<<" was not found in Soil polygon list - ERROR\n"; exit (EXIT\_FAILURE);}

}

/////////tracing SOIL polygon////////////////////////

//putting all nodes from Soil polygon into output list until intersection with Convex met

do{

outputPolyArray[numberOfIntersectAreas-1].polyNodes.push\_back((\*itSoilTrace));

itSoilTrace++;

//check if end of list is reached in Soil polygon

//if end of list is reached on first lap switch to first element

//if in second lap - ERROR Intersection with Convex is not found within two loops through Soil list

if (itSoilTrace ==soilPoly.polyNodes.end())

if(!secondLapSoil)

{

itSoilTrace =soilPoly.polyNodes.begin();

secondLapSoil=true;

}

else {std::cout<<"\n Intersection with Convex Polygon is not found within two loops through Soil list - ERROR\n"; exit (EXIT\_FAILURE);}

//if bump into visited node - ERROR

if ((\*itSoilTrace).visited)

{std::cout<<"\n Visited node was not found on tracing way in Soil polygon list - ERROR\n"; printNode ((\*itSoilTrace)); exit (EXIT\_FAILURE);}

}while ( !(\*itSoilTrace).intersection );

//////////end of tracing SOIL polygon/////////////////

//updating currentTraceIntersectIndex with index of newly fond intersection

currentTraceIntersectIndex = (\*itSoilTrace).index;

//Mark newly fond intersection as visited

markVisited(convexPoly, soilPoly, currentTraceIntersectIndex); //marking intersection visited in both polygons

//Checking if intersection with Convex polygon is inward

//Then ERROR - two consequent INWARD intersections in Soil Polygon

if ((\*itSoilTrace).inward)

{std::cout<<"\n Intersection number "<<currentTraceIntersectIndex<<" is inward in Soil polygon list, but should be outward (because follows inward intersection ) - ERROR\n";

exit (EXIT\_FAILURE);}

//else finding intersecting node in Convex polygon corresponding to "currentTraceIntersectIndex"

else {

itConvexTrace = convexPoly.polyNodes.begin();

while ( (\*itConvexTrace).index != currentTraceIntersectIndex )

{

itConvexTrace++;

if (itConvexTrace==convexPoly.polyNodes.end())

{std::cout<<"\n Intersection number "<<currentTraceIntersectIndex<<" was not found in Convex polygon list - ERROR\n"; exit (EXIT\_FAILURE);}

}

}

/////////tracing CONVEX polygon////////////////////////

//putting all nodes from Convex polygon into output list until intersection with Soil met

do{

//push into output and move to next node

outputPolyArray[numberOfIntersectAreas-1].polyNodes.push\_back((\*itConvexTrace));

itConvexTrace++;

//check if end of list is reached in Convex polygon

//if end of list is reached on first lap switch to first element

//if in second lap - ERROR Intersection with Convex is not found within two loops through Soil list

if (itConvexTrace == convexPoly.polyNodes.end())

if(!secondLapConvex)

{

itConvexTrace =convexPoly.polyNodes.begin();

secondLapConvex=true;

}

else {std::cout<<"\n Intersection with Convex Polygon is not found within two loops through Soil list - ERROR\n"; exit (EXIT\_FAILURE);}

//if bump into visited node - Check if It is starting inward intersection with index "currentIntersectIndex"

//if yes - Tracing of current area is done (mark flag "endOfOutoyutList" true to exit main do-while loop).

//If not - ERROR

if ((\*itConvexTrace).visited )

{ if ( ((\*itConvexTrace).index == currentIntersectIndex) && (\*itConvexTrace).intersection)

endOfOutputList=true;

else {std::cout<<"\n Visited node was not found on tracing way in Soil polygon list - ERROR\n"; printNode ((\*itSoilTrace)); exit (EXIT\_FAILURE);}

}

}while ( !(\*itConvexTrace).intersection );

//////////end of tracing CONVEX polygon/////////////////

//checking if it is not "endOfOutputList"

if (!endOfOutputList)

{

//updating currentTraceIntersectIndex with index of newly fond intersection

currentTraceIntersectIndex = (\*itConvexTrace).index;

//Mark newly fond intersection as visited

markVisited(convexPoly, soilPoly, currentTraceIntersectIndex); //marking intersection visited in both polygons

}

} while(!endOfOutputList);

}

}

//catching case when soil polygon is totally inside or totally outside of soil polygon, if no intersection was fond

//if is totally inside - copy Soil polygon in output polygon

if (numberOfIntersectAreas ==0)

{

if (isSoilPolyInsideConvex(soilPoly))

{

outputPolyArray[0].polyNodes.assign (soilPoly.polyNodes.begin(),soilPoly.polyNodes.end());

numberOfIntersectAreas++;

}

}

return numberOfIntersectAreas;

}

/////////\*\*\*End of structure and functions needed for clipping (By Dimitri)\*\*//////////

12) Next functions are designed to incorporate polygon clipping function with “Regions” GUI designed by Robert Weber.

i) Function **“soilPolygonsFromTPolygons”** translates soil polygons from “TPolygon” structures (user input in “Regions” program) to “Polygon” structure. It has soil “TPolygon” and integer size of Tpolygon as a parameter, and returns same soil polygon as “Polygon” structure for use in clipping algorithm.

First we make sure that polygon has more than 2 nodes (otherwise – ERROR message). Then we have for loop which loops through soil “TPolygon” nodes. Inside for loop we first create node (entity for “Polygon” structure) using **“makeNode”** function. Then we push created node in “tempPolygon” variable which will be returned. Along with that in same for loop we create edges from neighboring nodes and also push created edges in returning “tempPolygon”.

//Function "soilPolygonsFromTPolygons" makes Polygon from TPolygon array assigns Array coordinates to list

Polygon soilPolygonsFromTPolygons(TPolygon soilArray, int size )

{

Polygon tempPolygon;

//making sure that soil polygon has more than 2 nodes, else - ERROR

if (size<=2) {std::cout<<"\n non-valid soil polygon(less than 3 nodes) - ERROR\n"; exit (EXIT\_FAILURE);}

Node tempNode; //temporary node for list of nodes

Node edgeStartNode, edgeEndNode; //temporary nodes for list of edges

Edge tempEdge; //temporary edge for list of edges

//constructing beginning node for edge list

edgeStartNode = makeNode(soilArray.points[size-1].x, soilArray.points[size-1].y, false, false, 0, -1, false);

tempEdge.start = edgeStartNode;

for (int i=0; i<size; i++)

{

//making temporary node from array of points

tempNode = makeNode(soilArray.points[i].x, soilArray.points[i].y, false, false, 0, -1, false);

//pushing temporary node in polygon structure in list of nodes

tempPolygon.polyNodes.push\_back(tempNode);

//making temporary edge from nodes

edgeEndNode = tempNode;

tempEdge.end = edgeEndNode;

//pushing temporary edge in polygon struct in list of edges

tempPolygon.polyEdges.push\_back(tempEdge);

tempEdge.start = tempEdge.end;

}

return tempPolygon;

}

ii) Auxiliary function **“highestY”** returns the highest (largest) Y coordinate **among nodes of all Soil polygons.** This function will be used in “assignFailurePlanePolygon” function.

//Function "highestY" returns highest coordinate Y from all soil polygons

double highestY( TPolygon \* polygons, int numberOfPolygons)

{ double high = 0.0;

for (int i=0; i<numberOfPolygons; i++)

{

for (int j=0; j<polygons[i].numberOfPoints; j++)

{

if (polygons[i].points[j].y>high) high = polygons[i].points[j].y;

}

}

return high;

}

iii) Auxiliary function **“leftMostX”** returns leftmost (smallest) X coordinate **among all of nodes of all Soil polygons.** This function will be used later in “assignFailurePlanePolygon” function.

//function "leftMostX" returns leftmost (smallest) X coordinate of all soil polygons

double leftMostX( TPolygon \* polygons, int numberOfPolygons)

{

double left = 1000000.0;

for (int i=0; i<numberOfPolygons; i++)

{

for (int j=0; j<polygons[i].numberOfPoints; j++)

{

if (polygons[i].points[j].x<left) left = polygons[i].points[j].x;

}

}

return left;

}

iiii) Function **“assignFailurePlanePolygon”** makes Convex polygon (“Polygon” type used in clipping algorithm) from failure plane (“TFailurePlane” type used in “Regions” GUI). Function accepts as a parameters: failure array, size of failure array, largest Y coordinate among all Soil polygon nodes (black color on picture), and smallest X coordinate among all nodes of soil polygons (black on picture). Function returns Convex polygon. The main difficulty while writing this function was the fact that **failure plane given us from user of “Regions” program was not closed polygon** but only broken line (bold red in picture) consisted from points (1,2,3,4). While for clipping algorithm **we need closed, convex polygon**. So the main purpose of **“assignFailurePlanePolygon”** is to **make two additional nodes “leftUp” and “rightUp” and construct closed convex polygon** (red color on picture).
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First we make sure that polygon has more than 2 nodes (otherwise – ERROR message).

Then, in for loop, we push all existing failure plane vertices (1,2,3,4) in “tempPolygon” variable.

We check if Failure plane is oriented from left to right (point #1 in picture is first in array). If it is then we check if leftmost point (point #1) is below highest soil node. If it is not – then ERROR.

We choose coordinates of “leftUp” vertex of Convex polygon as (leftMostX, highestY+1.0). **Thus “leftUp” point is created straight above leftmost point in failure plane (point #1) and 1.0 unit higher than highest of Soil polygon nodes (black color).** However to avoid collinear edges in Convex polygon **we check if line segments of convex polygon: 1-‘”leftUp” and 2-1 are collinear**. If they are we slightly offset “leftUp” vertex by 0.1 to the left.

Then we check if we need “rightUp” point at all. If Y coordinate of last point of Failure plane (point #4) is less than Y coordinate of highest node of Soil polygons (“highestY” value) as in picture, then we assign variable “needRightUp” to true. At the same time we print warning for user that highest point of Failure plane is below highest Soil level and suggest to extend failure plane. However, in this case program doesn’t throw Error and continues to work by creating “rightUp” vertex.

To create “rightUp” vertex, we **firstly check if last segment of failure plane (3-4 on picture) is vertical.** If it’s not we create **“rightUp” vertex straight above rightmost point in failure plane (point #4) with same X coordinate as point #4 and with Y coordinate 1.0 higher than highest of Soil polygon nodes (highestY+1.0).** If last segment in failure plane is vertical we create “rightUp” point not straight vertical above point #4, but offset it to right by 0.1 value.

After that we push “leftUp” node in front of existing points in Convex polygon, and if we needed and created “rightUp” node, we push it at the back of existing list in Convex polygon.

If failure plane is oriented from right to left (point #1 is located at rightmost and point #4 is leftmost) then use same steps and same logic to construct Convex polygon (stored in “tempPolygon”) from failure plane.

After that we construct edges of Convex polygon from list of its nodes and return it.

//Function "assignFailurePlanePolygon" makes convex polygon list from failurePlane array

Polygon assignFailurePlanePolygon( TFailurePlane failureArray, int size, double highestY, double leftMostX)

{

Polygon tempPolygon;

Node tempNode;

//making sure that polygon has more than 2 nodes, else - ERROR

if (size<=1) {std::cout<<"\n non-valid failure plane(less than 2 nodes) - ERROR\n"; exit (EXIT\_FAILURE);}

//two additional points needed to make polygon from failure plane array

Node leftUp, rightUp;

//variable for checking if we need to extend right side of failure plane UP

bool needRightUp = false;

//\*\*\*\*Push Failure array into tempPolygon\*\*\*\*\*

for (int i=0; i<size; i++)

{

//making temporary node from array of points

tempNode = makeNode(failureArray.points[i].x, failureArray.points[i].y, false, false, 0, -1, false);

//pushing temporary node in polygon structure in list of nodes

tempPolygon.polyNodes.push\_back(tempNode);

}

//\*\*Crate Additional points (or point) and push them in TempPolygon\*\*

//if Failure plane is oriented - from LEFT to RIGHT

if (failureArray.points[0].x<failureArray.points[size - 1].x)

{

//two or one additional points are created depending on orientation of failure surface

//check if first (leftMost point of failure surface is below highest soil level - else ERROR )

if (failureArray.points[0].y >= highestY)

{std::cout<<"\n LeftMost Point in Failure plane should be below Highest Soil level - ERROR\n"; exit (EXIT\_FAILURE);}

//check to avoid collinear edges on left side of failure plane with additional leftUp point

double rize1 = failureArray.points[0].y - (highestY+1.0);

double run1 = failureArray.points[0].x - leftMostX;

double rize2 = failureArray.points[1].y - failureArray.points[0].y;

double run2 = failureArray.points[1].x - failureArray.points[0].x;

//if LeftUp point is on line created by first and second points of failure plane

//move leftUp point by -0.1 left to avoid collinear edges

if (fabs(rize1/run1 - rize2/run2) < MINDouble)

{leftUp = makeNode(leftMostX-0.1, highestY+1.0, false, false, 0, -1, false);}

else {leftUp = makeNode(leftMostX, highestY+1.0, false, false, 0, -1, false);}

//check if we need to extend Right side of fracture plane

if (failureArray.points[size - 1].y<highestY)

{

needRightUp = true;

std::cout<<"\n WARNING - Highest point of failure plane is below Highest soil level.\n";

std::cout<<"Better start over and extend failure plane - below results are for failure plane extended vertically or almost vertically.\n\n";

//check if last segment in failure plane is vertical

if (fabs(failureArray.points[size - 1].x - failureArray.points[size - 2].x) < MINDouble)

//if vertical move rightUp additional point by 0.1 left to avoid collinear edges

{rightUp = makeNode(failureArray.points[size - 1].x-0.1, highestY+1.0, false, false, 0, -1, false);}

else {rightUp = makeNode(failureArray.points[size - 1].x, highestY+1.0, false, false, 0, -1, false);}

}

else //this else case assignment should never be used - is done for insure that rightUp node is not "null"

{rightUp = makeNode(failureArray.points[size - 1].x, highestY+1.0, false, false, 0, -1, false);}

//\*\*push additional points in TempPolygon for Convex Polygon\*\*

tempPolygon.polyNodes.push\_front(leftUp); //push left upper node

if(needRightUp) tempPolygon.polyNodes.push\_back(rightUp); //push right upper node if needed

}

//CASE if Failure plane is oriented - from RIGHT to LEFT

else

{ //two or one additional points are created depending on orientation of failure surface

//check if last (leftMost point of failure surface is below highest soil level - else ERROR )

if (failureArray.points[size-1].y >= highestY)

{std::cout<<"\n LeftMost Point in Failure plane should be below Highest Soil level - ERROR\n"; exit (EXIT\_FAILURE);}

//check to avoid collinear edges on left side of failure plane with additional leftUp point

double rize1 = failureArray.points[size-1].y - (highestY+1.0);

double run1 = failureArray.points[size-1].x - leftMostX;

double rize2 = failureArray.points[size-2].y - failureArray.points[size-1].y;

double run2 = failureArray.points[size-2].x - failureArray.points[size-1].x;

//if LeftUp point is on line created by last and before points of failure plane

//move leftUp point by -0.1 left to avoid collinear edges

if (fabs(rize1/run1 - rize2/run2) < MINDouble)

//if vertical move left additional point by -0.1 left to avoid collinear edges

{leftUp = makeNode(leftMostX-0.1, highestY+1.0, false, false, 0, -1, false);}

else {leftUp = makeNode(leftMostX, highestY+1.0, false, false, 0, -1, false);}

//check if we need to extend Right side of fracture plane

if (failureArray.points[0].y<highestY)

{

needRightUp = true;

std::cout<<"\n WARNING - Highest point of failure plane is below Highest soil level.\n";

std::cout<<"\n Better start over and extend failure plane - below results are for failure plane extended vertically or almost vertically.\n";

//check if last segment in failure plane is vertical

if (fabs(failureArray.points[0].x - failureArray.points[1].x) < NODEAccuracy)

//if vertical move rightUp additional point by 0.1 left to avoid collinear edges

{rightUp = makeNode(failureArray.points[0].x-0.1, highestY+1.0, false, false, 0, -1, false);}

else {rightUp = makeNode(failureArray.points[0].x, highestY+1.0, false, false, 0, -1, false);}

}

else //this else case assignment should never be used - is done for insure that rightUp node is not "null"

{rightUp = makeNode(failureArray.points[0].x, highestY+1.0, false, false, 0, -1, false);}

//\*\*push additional points in TempPolygon\*\*

tempPolygon.polyNodes.push\_back(leftUp); //push left upper node

if (needRightUp) tempPolygon.polyNodes.push\_front(rightUp); //push right upper node if needed

}

//\*\*Create list of TempPolygon Edges from list of it's Nodes\*\*

Edge tempEdge; //temporary edge for list of edges

//constructing beginning node for first edge from last node in Node list

tempEdge.start = tempPolygon.polyNodes.back();

//looping through list of Nodes

for (std::list<Node>::iterator itNodes=tempPolygon.polyNodes.begin(); itNodes != tempPolygon.polyNodes.end(); ++itNodes)

{

tempEdge.end = \*itNodes; //making last element of current Edge

//pushing temporary edge in polygon struct in list of edges

tempPolygon.polyEdges.push\_back(tempEdge);

tempEdge.start = tempEdge.end; //making first node of current Edge for next iteration of loop

}

return tempPolygon;

}

iiiii) Function **“assignIntersectionPolygon”** makes opposite transition. It accepts as a parameter list of nodes (nodes of resulting intersection polygons) and returns “TPolygon” structure which is standard for “Regions” GUI to show intersecting polygon on screen.

If size of ”intersectPolylist” is bigger than 0, then we just loop through the list from beginning to end and assign coordinates of vertices to “returnPolygon” variable of type “Tpolygon”. Finally we return “returnPolygon” .

//function "assignIntersectionPolygon" makes and returns TPolygon from list of intersections

TPolygon assignItersectionPolygon (std::list<Node> & intersectPolyList)

{

TPolygon returnPolygon;

int size = intersectPolyList.size();

returnPolygon.numberOfPoints = size;

if (size>0)

{

int i=0;

for (std::list<Node>::iterator it=intersectPolyList.begin(); it != intersectPolyList.end(); ++it)

{

returnPolygon.points[i].x = (\*it).x;

returnPolygon.points[i].y = (\*it).y;

i++;

}

}

return returnPolygon;

}

13) Function “**polyArea**” calculates area of intersection polygons. For calculating area of polygon we use well known and easy to implement “Shoelace formula” - <https://en.wikipedia.org/wiki/Shoelace_formula>

Implementation can be found here: <https://www.geeksforgeeks.org/area-of-a-polygon-with-given-n-ordered-vertices/>

//function "polyArea" calculates area of polygon polygon is presented as an array

double polyArea(TPolygon myTPolygon)

{

double area = 0.0;

// Calculate value of shoelace formula

int j = myTPolygon.numberOfPoints-1;

for (int i = 0; i < myTPolygon.numberOfPoints; i++)

{

area += (myTPolygon.points[j].x + myTPolygon.points[i].x) \* (myTPolygon.points[i].y - myTPolygon.points[j].y);

j = i; // j is previous vertex to i

}

// Return absolute value

return abs(area / 2.0);

}

14) **“main”** function.

In main function we perform all steps needed to call appropriate functions for calculating intersection polygons between Failure Surface (Convex polygon) and all Soil polygons.

**“mySoilPolygons”** – array of all Soil polygons

**“myFailurePlanePolygons” –** array of Convex polygons created from all failure planes

**myIntersections [numberOfFailurePlanes] [numberOfPolygons] [MAXIntersectAreas]** – 3 dimensional array of intersection polygons. First index indicates belonging to failure plane. Second index indicates which Soil polygon intersection is with. And third index indicates how many intersecting regions we have (one Soil polygon can intersect with failure plane in more than 1 region).

**indexArray2D [numberOfFailurePlanes] [numberOfPolygons]** – is two dimensional integer array that stores amount of intersecting areas for each pair of Failure plane and Soil polygon. Values stored in this array are used as third index (**[MAXIntersectAreas]**) of **“myIntersections”** array.

**intersectionPolygons[numberOfFailurePlanes][numberOfPolygons][MAXIntersectAreas]** – 3 dimensional array of intersecting polygons of “TPolygon” type. They correspond to polygons in “myIntersection” variable and are used as output in “Regions” program.

**areas [numberOfFailurePlanes] [numberOfPolygons]** – 2 dimensional array. Values of this array are Areas of intersection of Failure plane (first index of array) and Soil Polygon (second index of array).

First we populate array “mySoilPolygons” from “TPolygon” type arrays accepted from user in “Regions”. In same “for” loop we check winding of polygon and change it to clockwise if it is counterclockwise.

Then we store value of Y coordinate of highest among all nodes of Soil polygons in “yHigh”, and X coordinate of leftmost among all nodes of Soil polygons in “xLeft”.

Then we populate array of Convex polygons “myFailurePlanePolygons” from failure plane arrays of type “TFailurePlane” accepted from user. In same “for” loop, while creating Convex polygons we check them for correct orientation and change orientation if it isn’t correct.

After that we have the most important nested “for” loop that calls functions which calculate intersections along with printing out nodes of intersection polygons. We also assign intersection polygons to “**intersectionPolygons”** array for GUI output.

a) Outer “for” loop loops through Failure planes (Convex polygons).

b) In outer loop we print out nodes of Convex polygons.

c) Then we have inner “for” loop that loops through all Soil polygons

d) Assign currently tested Convex (failure plane) and Soil polygons to temporary variables in order to keep original structure intact

e) Call **“labelInside”** function for currently testing Soil and Convex polygons in order to mark their vertices if they are inside or outside of other polygon

f) Call “**createIntersection**” in order to find, arrange, etc. intersecting points between current pair of Convex and Soil polygons

g) Call “**clipPolygons**” function to calculate intersections between current Convex and Soil polygons and store intersecting polygons in **myIntersection[i][j]**. function returns amount of intersecting polygons and this integer value is stored in **indexArray2D.**

h) After that we print out current Soil polygon

i) Then we have “for” loop in which we print resulting intersection polygons. In this for loop we also assign intersecting polygon lists to “TPolygon” type **intersectionPolygons[i][j][k]** array for GUI “Regions” output.

After that we have auxiliary test output that (3 nested “for” loops) that prints out all intersecting polygon node coordinates from converted “TPolygon” type **intersectionPolygons** array.

And lastly we have nested “for” loop for calculating areas of intersections. All areas of intersections between Convex polygon and Soil polygon are stored then in **areas[i][j]** array(first index – Failure plane number, second index – Soil polygon number). In same for loop areas are printed out.

int main(int argc, char\*\* argv) {

//Declaring Polygon type arrays for clipping algorithm

Polygon mySoilPolygons [numberOfPolygons]; //array of soil polygons

Polygon myFailurePlanePolygons [numberOfFailurePlanes]; //array of failure plane polygons

Polygon tempSoilPolygon, tempConvexPolygon; //polygons to use in main polygon intersection algorithm (in order to leave Polygons in arrays intact)

Polygon myIntersections [numberOfFailurePlanes] [numberOfPolygons][MAXIntersectAreas]; //3-dimensional array of Polygons of intersections (failure planes with soil polygons)

int indexArray2D [numberOfFailurePlanes] [numberOfPolygons]; //2-dimensional array that stores amount of intersecting areas for each Convex-Soil pair of polygons

TPolygon intersectionPolygons[numberOfFailurePlanes][numberOfPolygons][MAXIntersectAreas]; //3-dimensional array of TPolygons with intersections for output

//table of areas for intersections for output (first index number of planes, second index number of polygons)

double areas [numberOfFailurePlanes] [numberOfPolygons];

//Making array "mySoilPolygons" of Soil Polygons (lists) from TPolygon arrays

for (int i=0; i<numberOfPolygons; i++)

{

//making Soil Polygon from Array

mySoilPolygons[i] = soilPolygonsFromTPolygons(polygons[i],polygons[i].numberOfPoints);

//change winding if is counter clockwise

if ( windingTestSoilPolygon(mySoilPolygons[i]) == -1) windingReverse(mySoilPolygons[i]);

}

//\*\*Making array "myFailurePlanePolygons" of Convex Polygons (lists) from failure plane TPolygon arrays\*\*

//Calculating additional point needed for creating polygons from Failure Plane points

double yHigh = highestY(polygons, numberOfPolygons);//calculating biggest y coordinate among all coordinates of soil polygons

double xLeft = leftMostX(polygons, numberOfPolygons);//calculating smallest (leftMost) x coordinate among all coordinates of soil polygons

//std::cout << "\nThe highest Y among polygon coordinates " <<yHigh<<" The leftmost X among polygon coordinates "<<xLeft;

for (int i=0; i<numberOfFailurePlanes; i++)

{

//making Convex failure Polygon from array

myFailurePlanePolygons[i] = assignFailurePlanePolygon(failurePlanes[i], failurePlanes[i].numberOfPoints, yHigh, xLeft);

//change winding if is counter clockwise

if ( windingTestClipPolygon(myFailurePlanePolygons[i])== -1) windingReverse(myFailurePlanePolygons[i]);

}

//main for loop that calls most important intersection calculating functions

//calculating and printing out intersection polygon points

//also assigning intersection lists to Intersection array table for GUI output

//"i" - loops through failure (Convex) polygons

for (int i=0; i<numberOfFailurePlanes; i++)

{

//printing out failure plane

std::cout << "\n----------------------------------------------------\n";

std::cout << "\nThe intersections for failure plane # " <<i+1<<", (polygon nodes)\n";

printPolygonNodes( myFailurePlanePolygons[i]);

//"j" - loops through SOil Polygons

for (int j=0; j<numberOfPolygons; j++)

{

tempConvexPolygon = myFailurePlanePolygons[i]; //assigning failure (convex) polygon to temporary polygon for using in intersection algorithm

tempSoilPolygon = mySoilPolygons[j]; //assigning soil polygon to temporary polygon for using in intersection algorithm

//label inside points of soilPolygon

labelInside(tempConvexPolygon, tempSoilPolygon);

//label inside points of convexPolygon

labelInside(tempSoilPolygon, tempConvexPolygon);

//creating and marking intersection points

createIntersections(tempConvexPolygon, tempSoilPolygon);

//calculating intersection of two polygons and assigning number of intersecting areas to index array

indexArray2D [i][j] = clipPolygons(tempConvexPolygon, tempSoilPolygon, myIntersections [i][j]);

//printing out soil polygon

std::cout << "\n\*\*\* The SoilPolygon # " <<j+1<<". \*\*\*\n";

printPolygonNodes(tempSoilPolygon);

//printing out intersection polygons

std::cout << "\n The intersection polygon(s): \n";

std::cout << "\n The soil polygon # "<<j+1<<" has: "<<indexArray2D [i][j]<<" intersecting areas with failure surface #"<<i+1<<" \n";

//assigning intersection polygon lists to TPolygon arrays for GUI output and printout all intersecting ares (if exist)

for(int k=0; k< indexArray2D [i][j]; k++)

{

intersectionPolygons [i][j][k] = assignItersectionPolygon(myIntersections[i][j][k].polyNodes);

std::cout << " Intersecting area (polygon) # "<<k+1<<" \n";

printPolygonNodes(myIntersections[i][j][k]);

}

}

}

//testing purpose

std::cout<<"\nChecking assignment mechanism of assignItersectionPolygon function by printing out intersecting TPolygon arrays\n";

for (int i=0; i<numberOfFailurePlanes; i++)

{

std::cout << "\nFailure plane #"<<i+1<<"\n";

for(int j=0; j<numberOfPolygons; j++)

{

std::cout << "\n Soil Polygon #"<<j+1<<"\n";

std::cout << " amount of intersecting areas: "<<indexArray2D [i][j]<<"\n";

for(int k=0; k< indexArray2D [i][j]; k++)

{

std::cout << " intersection Polygon #"<<k+1<<"\n";

for (int index=0; index<intersectionPolygons[i][j][k].numberOfPoints; index++)

{

std::cout << " ("<<intersectionPolygons[i][j][k].points[index].x<<", "<<intersectionPolygons[i][j][k].points[index].y<<")";

}

}

}

}

//end Test

//Calculating areas of intersection polygons

for (int i=0; i<numberOfFailurePlanes; i++)

{

for (int j=0; j<numberOfPolygons; j++)

{

areas[i][j] =0;

for(int k=0; k< indexArray2D [i][j]; k++)

{

areas[i][j]= areas[i][j] + polyArea(intersectionPolygons [i][j][k]);

}

std::cout << "\nThe intersection area: Failure plane: "<<i<<" Polygon soil: "<<j<<"\n";

std::cout <<" Area: "<<areas[i][j]<<"\n";

}

}

return 0;

}